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Національний університет “Львівська політехніка”
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Анотація

Цей курсовий проект приводить до розробки транслятора, який здатен конвертувати вхідну мову, визначену відповідно до варіанту, у мову C. Процес трансляції включає в себе лексичний аналіз, синтаксичний аналіз та генерацію коду.

Лексичний аналіз розбиває вхідну послідовність символів на лексеми, які записуються у відповідну таблицю лексем. Кожній лексемі присвоюється числове значення для полегшення порівнянь, а також зберігається додаткова інформація, така як номер рядка, значення (якщо тип лексеми є числом) та інші деталі.

Синтаксичний аналіз: використовується висхідний метод аналізу без повернення. Призначений для побудови дерева розбору, послідовно рухаючись від листків вгору до кореня дерева розбору.

Генерація коду включає повторне прочитання таблиці лексем та створення відповідного коду на мові С для кожного блоку лексем. Отриманий код записується у результуючий файл, готовий для виконання.
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Завдання до курсового проекту

**Варіант 12**

Завдання на курсовий проект

1. Цільова мова транслятора – мова програмування С.

2. Для отримання виконавчого файлу на виході розробленого транслятора скористатися середовищем Microsoft Visual Studio або будь-яким іншим.

3. Мова розробки транслятора: C++.

4. Реалізувати оболонку або інтерфейс з командного рядка.

5. На вхід розробленого транслятора має подаватися текстовий файл, написаний на заданій мові програмування.

6. На виході розробленого транслятора мають створюватись такі файли:

* *файл з лексемами;*
* *файл з повідомленнями про помилки (або про їх відсутність);*
* *файл на мові C;*
* *об’єктний файл;*
* *виконавчий файл.*

7. Назва вхідної мови програмування утворюється від першої букви у прізвищі студента та останніх двох цифр номера його варіанту. Саме таке розширення повинні мати текстові файли, написані на цій мові програмування.

В моєму випадку це .k12

Опис вхідної мови програмування:

* Тип даних: Integer\_2
* Блок тіла програми: #Program <name>; Variable…; Start Stop
* Оператор вводу: Read ()
* Оператор виводу: Write ()
* Оператори: IF ELSE (C)

GOTO (C)

FOR-TO-DO (Паскаль)

FOR-DOWNTO-DO (Паскаль)

WHILE (Бейсік)

REPEAT-UNTIL (Паскаль)

* Регістр ключових слів: Up-Low перший символ Up
* Регістр ідентифікаторів: Low6
* Операції арифметичні: ++, --, \*\*, Div, Mod
* Операції порівняння: ==, !=, >, <
* Операції логічні: !, &, |
* Коментар: //... //
* Ідентифікатори змінних, числові константи
* Оператор присвоєння: <-

Вступ

Термін "транслятор" визначає програму, яка виконує переклад (трансляцію) початкової програми, написаної на вхідній мові, у еквівалентну їй об'єктну програму. У випадку, коли мова високого рівня є вхідною, а мова асемблера або машинна – вихідною, такий транслятор отримує назву компілятора.

Транслятори можуть бути розділені на два основних типи: компілятори та інтерпретатори. Процес компіляції включає дві основні фази: аналіз та синтез. Під час аналізу вхідну програму розбивають на окремі елементи (лексеми), перевіряють її відповідність граматичним правилам і створюють проміжне представлення програми. На етапі синтезу з проміжного представлення формується програма в машинних кодах, яку називають об'єктною програмою. Останню можна виконати на комп'ютері без додаткової трансляції.

У відміну від компіляторів, інтерпретатор не створює нову програму; він лише виконує – інтерпретує – кожну інструкцію вхідної мови програмування. Подібно компілятору, інтерпретатор аналізує вхідну програму, створює проміжне представлення, але не формує об'єктну програму, а негайно виконує команди, передбачені вхідною програмою.

Компілятор виконує переклад програми з однієї мови програмування в іншу. На вхід компілятора надходить ланцюг символів, який представляє вхідну програму на певній мові програмування. На виході компілятора (об'єктна програма) також представляє собою ланцюг символів, що вже відповідає іншій мові програмування, наприклад, машинній мові конкретного комп'ютера. При цьому сам компілятор може бути написаний на третій мові.

1. Огляд методів та способів проектування трансляторів

Термін "транслятор" визначає обслуговуючу програму, що проводить трансляцію вихідної програми, представленої на вхідній мові програмування, у робочу програму, яка відображена на іншій цільовій мові програмування, такій як C. Наведене визначення застосовне до різноманітних транслюючих програм. Однак кожна з таких програм може виявляти свої особливості в організації процесу трансляції. В сучасному контексті транслятори поділяються на три основні групи: асемблери, компілятори та інтерпретатори.

Компілятор - обслуговуюча програма, яка виконує трансляцію програми, написаної мовою оригіналу програмування, в іншу мову, наприклад, мову C. Схоже до асемблера, компілятор виконує перетворення програми з однієї мови в іншу, часто генеруючи код, який може бути виконаний іншими компіляторами.

Інтерпретатор - це програма чи пристрій, що виконує пооператорну трансляцію та виконання вихідної програми. Відмінно від компілятора, інтерпретатор не створює на виході нову програму мовою C. Розпізнавши команду вихідної мови, він негайно її виконує, забезпечуючи більшу гнучкість у процесі розробки та налагодження програм.

Процес трансляції включає фази лексичного аналізу, синтаксичного та семантичного аналізу, оптимізації коду та генерації коду. Лексичний аналіз розбиває вхідну програму на лексеми, що представляють слова відповідно до визначень мови. Синтаксичний аналіз визначає структуру програми, створюючи синтаксичне дерево. Семантичний аналіз виявляє залежності між частинами програми, недосяжні контекстно-вільним синтаксисом. Оптимізація коду та генерація коду спрямовані на створення коду мовою C, з урахуванням ефективності його виконання.

Зазначені фази можуть об'єднуватися або відсутні у трансляторах залежно від їхньої реалізації. Наприклад, у простих однопрохідних трансляторах може бути відсутня фаза генерації проміжного представлення та оптимізації, а інші фази можуть об'єднуватися.

Під час процесу виділення лексем лексичний аналізатор може виконувати дві основні функції: автоматичну побудову таблиць об'єктів (таких як ідентифікатори, рядки, числа тощо) і видачу значень для кожної лексеми при кожному новому зверненні до нього. У цьому контексті таблиці об'єктів формуються в подальших етапах, наприклад, під час синтаксичного аналізу.

На етапі лексичного аналізу виявляються деякі прості помилки, такі як неприпустимі символи або невірний формат чисел та ідентифікаторів.

Основним завданням синтаксичного аналізу є розбір структури програми. Зазвичай під структурою розуміється дерево, яке відповідає розбору в контекстно-вільній граматиці мови програмування. У сучасній практиці найчастіше використовуються методи аналізу, такі як LL(1) або LR(1) та їхні варіанти (рекурсивний спуск для LL(1) або LR(1), LR(0), SLR(1), LALR(1) та інші для LR(1)). Рекурсивний спуск застосовується частіше при ручному програмуванні синтаксичного аналізатора, тоді як LR(1) використовується при автоматичній генерації синтаксичних аналізаторів.

Результатом синтаксичного аналізу є синтаксичне дерево з посиланнями на таблиці об'єктів. Під час синтаксичного аналізу також виявляються помилки, пов'язані зі структурою програми.

На етапі контекстного аналізу виявляються взаємозалежності між різними частинами програми, які не можуть бути адекватно описані за допомогою контекстно-вільної граматики. Ці взаємозалежності, зокрема, включають аналіз типів об'єктів, областей видимості, відповідності параметрів, міток та інших аспектів "опис-використання". У ході контекстного аналізу таблиці об'єктів доповнюються інформацією, пов'язаною з описами (властивостями) об'єктів.

В основі контекстного аналізу лежить апарат атрибутних граматик. Результатом цього аналізу є створення атрибутованого дерева програми, де інформація про об'єкти може бути розсіяна в самому дереві чи сконцентрована в окремих таблицях об'єктів. Під час контекстного аналізу також можуть бути виявлені помилки, пов'язані з неправильним використанням об'єктів.

Після завершення контекстного аналізу програма може бути перетворена у внутрішнє представлення. Це здійснюється з метою оптимізації та/або для полегшення генерації коду мовою C. Крім того, перетворення програми у внутрішнє представлення може бути використано для створення переносимого транслятора. У цьому випадку, тільки остання фаза (генерація коду) є залежною від конкретної архітектури. В якості внутрішнього представлення може використовуватися орієнтований граф, трійки, четвірки та інші формати.

Фаза оптимізації транслятора може включати декілька етапів, які спрямовані на покращення якості та ефективності згенерованого коду. Ці оптимізації часто розподіляються за двома головними критеріями: машинно-залежні та машинно-незалежні, а також локальні та глобальні.

Машинно-незалежні оптимізації орієнтовані на спрощення коду або видалення надлишкових обчислень, тоді як машинно-залежні оптимізації проводяться на етапі генерації коду.

Фінальна фаза трансляції - генерація коду мовою C. На цьому етапі можуть застосовуватися деякі локальні оптимізації для полегшення генерації ефективного та читабельного коду.

Важливо відзначити, що фази транслятора можуть бути відсутніми або об'єднаними залежно від конкретної реалізації. У простіших випадках, таких як однопрохідні транслятори, може бути відсутній окремий етап генерації проміжного представлення та оптимізації, а інші фази можуть бути об'єднані в одну, без створення явно побудованого синтаксичного дерева.

1. Формальний опис вхідної мови програмування
   1. Деталізований опис вхідної мови в термінах розширеної нотації Бекуса-Наура

Однією з перших задач, що виникають при побудові компілятора, є визначення вхідної мови програмування. Для цього використовують різні способи формального опису, серед яких я застосував розширену нотацію Бекуса-Наура (extended Backus/Naur Form - EBNF).

topRule = "**#Program**", identifier , ";", varsBlok, ";", "**Start**", operators, "**Stop**";

varsBlok = "**Variable**", "**Integer\_2**", identifier, [{ commaAndIdentifier }];

identifier = low\_letter, { low \_letter | number } {5};

commaAndIdentifier = ",", identifier;

codeBlok = "**Start**", write | read | assignment | ifStatement | goto\_statement | labelRule | forToOrDownToDoRule | while | repeatUntil, "**Stop**";

operators = write | read | assignment | ifStatement | goto\_statement | labelRule | forToOrDownToDoRule | while | repeatUntil;

read = "**Read**", "(", identifier, ")";

write = "**Write**", "(", equation | stringRule, ")";

assignment = identifier, "**<-**", equation;

cycle\_counter = identifier;

cycle\_counter\_last\_value = equation;

ifStatement = "**If**", "(", equation, ")", codeBlok, ["**Else**", codeBlok];

goto\_statement = "**Goto**", ident ;

labelRule = identifier, ":";

forToOrDownToDoRule = "**For**", cycle\_counter, "**<-**", equation , "**To**" | "**Downto**", cycle\_counter\_last\_value, "**Do",** codeBlok;

while = "**While**", "(", equation, ")", "**Start**", operators | whileContinue | whileExit, "**End**", "**While**";

whileContinue = "**Continue**", "**While**";

whileExit = "**Exit**", "**While**";

repeatUntil = "**Repeat**", operators, "**Until**", "(", equation, ")";

equation = signedNumber | identifier | notRule [{ operationAndIdentOrNumber | equation }];

notRule = notOperation, signedNumber | identifier | equation;

operationAndIdentOrNumber = mult | arithmetic | logic | compare signedNumber | identifier | equation;

arithmetic = "**++**" | "**--**";

mult = "**\*\***" | "**Div**" | "**Mod**";

logic = "**&**" | "**|**";

notOperation = "**!**";

compare = "**==**" | "**!=**" | "**<**" | "**>**";

comment = "**LComment**", text , "**RComment**" ;

LComment = "**//**";

RComment = "**//**";

text = { low\_letter | up\_letter | number };

signedNumber = [ sign ] digit [{digit}];

sign = "+" | "-";

low\_letter = "a" | "b" | "c" | "d" | "e" | "f" | "g" | "h" | "i" | "j" | "k" | "l" | "m" | "n" | "o" | "p" | "q" | "r" | "s" | "t" | "u" | "v" | "w" | "x" | "y" | "z";

up\_letter = "A" | "B" | "C" | "D" | "E" | "F" | "G" | "H" | "I" | "J" | "K" | "L" | "M" | "N" | "O" | "P" | "Q" | "R" | "S" | "T" | "U" | "V" | "W" | "X" | "Y" | "Z";

digit = "0" | "1" | "2" | "3" | "4" | "5" | "6" | "7" | "8" | "9";

* 1. Опис термінальних символів та ключових слів

Визначимо окремі термінальні символи та нерозривні набори термінальних символів (ключові слова):

|  |  |
| --- | --- |
| Термінальний символ або ключове слово | Значення |
| #Program | Початок програми |
| Start | Початок тексту програми |
| Variable | Початок блоку опису змінних |
| Stop | Кінець розділу операторів |
| Read | Оператор вводу змінних |
| Write | Оператор виводу (змінних або рядкових констант) |
| <- | Оператор присвоєння |
| If | Оператор умови |
| Else | Оператор умови |
| Goto | Оператор переходу |
| Label | Мітка переходу |
| For | Оператор циклу |
| To | Інкремент циклу |
| DownTo | Декремент циклу |
| Do | Початок тіла циклу |
| While | Оператор циклу |
| Continue | Оператор циклу |
| Exit | Оператор циклу |
| Repeat | Початок тіла циклу |
| Until | Оператор циклу |
| ++ | Оператор додавання |
| -- | Оператор віднімання |
| \*\* | Оператор множення |
| Div | Оператор ділення |
| Mod | Оператор знаходження залишку від ділення |
| == | Оператор перевірки на рівність |
| != | Оператор перевірки на нерівність |
| < | Оператор перевірки чи менше |
| > | Оператор перевірки чи більше |
| ! | Оператор логічного заперечення |
| & | Оператор кон’юнкції |
| | | Оператор диз’юнкції |
| Integer\_2 | 16-ти розрядні знакові цілі |
| //…// | Коментар |
| , | Розділювач |
| ; | Ознака кінця оператора |
| ( | Відкриваюча дужка |
| ) | Закриваюча дужка |

До термінальних символів віднесемо також усі цифри (0-9), латинські букви (a-z, A-Z), символи табуляції, символ переходу на нову стрічку, пробілу.

1. Розробка транслятора вхідної мови програмування
   1. Вибір технології програмування

Для ефективної роботи створюваної програми важливу роль відіграє попереднє складення алгоритму роботи програми, алгоритму написання програми і вибір технології програмування.

Тому при складанні транслятора треба брати до уваги швидкість компіляції, якість об’єктної програми. Проект повинен давати можливість просто вносити зміни.

В реалізації мов високого рівня часто використовується специфічний тільки для компіляції засіб “розкрутки”. З кожним транслятором завжди зв`язані три мови програмування: Х – початкова, Y – об`єктна та Z – інструментальна. Транслятор перекладає програми мовою Х в програми, складені мовою Y, при цьому сам транслятор є програмою написаною мовою Z.

При розробці даного курсового проекту був використаний висхідний метод синтаксичного аналізу.

Також був обраний прямий метод лексичного аналізу. Характерною ознакою цього методу є те, що його реалізація відбувається без повернення назад. Його можна сприймати, як один спільний скінченний автомат. Такий автомат на кожному кроці читає один вхідний символ і переходить у наступний стан, що наближає його до розпізнавання поточної лексеми чи формування інформації про помилки. Для лексем, що мають однакові підланцюжки, автомат має спільні фрагменти, що реалізують єдину множину станів. Частини, що відрізняються, реалізуються своїми фрагментами

* 1. Проектування таблиць транслятора

Використання таблиць значно полегшує створення трансляторів, тому у даному випадку використовуються наступне:

1. Таблиця лексем з елементами, які мають таку структуру:

struct Token

{

char name[16]; // ім'я лексеми

int value; // значення лексеми (для цілих констант)

int line; // номер рядка

TypeOfTokens type; // тип лексеми

};

1. Таблиця лексичних класів

enum TypeOfTokens

{

BackPogram,

Mainprogram,

ProgramName,

StartProgram,

Variable,

Type,

EndProgram,

Input,

Output,

If,

Else,

Goto,

Label,

For,

To,

DownTo,

Do,

While,

Exit,

Continue,

End,

Repeat,

Until,

Identifier,

Number,

Assign,

Add,

Sub,

Mul,

Div,

Mod,

Equality,

NotEquality,

Greate,

Less,

Not,

And,

Or,

LBraket,

RBraket,

Semicolon,

Colon,

Comma,

Minus,

Unknown };

Якщо у стовпці «Значення» відсутня інформація про токен, то це означає що його значення визначається користувачем під час написання коду на створеній мові програмування.

Таблиця 2 Опис термінальних символі та ключових слів

|  |  |
| --- | --- |
| **Токен** | **Значення** |
| Program | #Program |
| Start | Start |
| Vars | Variable |
| End | Stop |
| VarType | Integer\_2 |
| Read | Read |
| Write | Write |
| Assignment | <- |
| If | If |
| Else | Else |
| Goto | Goto |
| Colon | : |
| Label |  |
| For | For |
| To | To |
| DownTo | Downto |
| Do | Do |
| While | While |
| Continue | Continue |
| Exit | Exit |
| Repeat | Repeat |
| Until | Until |
| Addition | ++ |
| Subtraction | -- |
| Multiplication | \*\* |
| Division | Div |
| Mod | Mod |
| Equal | == |
| NotEqual | != |
| Less | < |
| Greate | > |
| Not | ! |
| And | & |
| Or | | |
| Identifier |  |
| Number |  |
| Unknown |  |
| Comma | , |
| Semicolon | ; |
| LBraket | ( |
| RBraket | ) |
| LComment | // |
| RComment | // |
| Comment |  |

* 1. Розробка лексичного аналізатора

На фазі лексичного аналізу вхідна програма, що представляє собою потік літер, розбивається на лексеми - слова у відповідності з визначеннями мови. Лексичний аналізатор може працювати в двох основних режимах: або як підпрограма, що викликається синтаксичним аналізатором для отримання чергової лексеми, або як повний прохід, результатом якого є файл лексем.

Для нашої програми виберемо другий варіант. Тобто, спочатку буде виконуватись фаза лексичного аналізу. Результатом цієї фази буде файл з списком лексем. Але лексеми записуються у файл не як послідовність символів. Кожній лексемі присвоюється певний символ, тип, значення та рядок. Ці дані далі записуються у файл. Такий підхід дозволяє спростити роботу синтаксичного аналізатора.

Також на етапі лексичного аналізу виявляються деякі (найпростіші) помилки (неприпустимі символи, неправильний запис чисел, ідентифікаторів та ін.)

На вхід лексичного аналізатора надходить текст вихідної програми, а вихідна інформація передається для подальшої обробки компілятором на етапі синтаксичного аналізу.

Існує кілька причин, з яких до складу практично всіх компіляторів включають лексичний аналіз:

* застосування лексичного аналізатора спрощує роботу з текстом вихідної програми на етапі синтаксичного розбору;
* для виділення в тексті та розбору лексем можливо застосовувати просту, ефективну і теоретично добре пророблену техніку аналізу;
  + 1. Розробка блок-схеми алгоритму
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Рис. 3.1 Блок-схема роботи лексичного аналізатора

* + 1. Опис програми реалізації лексичного аналізатора

Основна задача лексичного аналізу – розбити вихідний текст, що складається з послідовності одиночних символів, на послідовність слів, або лексем, тобто виділити ці слова з безперервної послідовності символів. Всі символи вхідної послідовності з цієї точки зору розділяються на символи, що належать яким-небудь лексемам, і символи, що розділяють лексеми. В цьому випадку використовуються звичайні засоби обробки рядків. Вхiдна програма проглядається послідовно з початку до кінця. Базовi елементи, або лексичнi одиницi, роздiляються пробілами, знаками операцiй i спецiальними символами (новий рядок, знак табуляції), i таким чином видiляються та розпізнаються iдентифiкатори, лiтерали i термiнальнi символи (операцiї, ключові слова).

Програма аналізує файл поки не досягне його кінця. Для вхідного файлу викликається функція Parser (). Вона зчитує з файлу його вміст та кожну лексему порівнює з зарезервованою словами якщо є співпадіння то присвоює лексемі відповідний тип або значення, якщо це числова константа.

При виділенні лексеми вона розпізнається та записується у таблиця за допомогою відповідного типу лексеми, що є унікальним для кожної лексеми із усього можливого їх набору. Це дає можливість наступним фазам компiляції звертатись до лексеми не як до послідовності символів, а як до унікального типу лексеми, що значно спрощує роботу синтаксичного аналізатора: легко перевіряти належність лексеми до відповідної синтаксичної конструкції та є можливість легкого перегляду програми, як вгору, так і вниз, від поточної позиції аналізу. Також в таблиці лексем ведуться записи, щодо рядка відповідної лексеми – для місця помилки – та додаткова інформація.

При лексичному аналiзі виявляються i вiдзначаються лексичнi помилки (наприклад, недопустимi символи i неправильнi iдентифiкатори). Лексична фаза вiдкидає також коментарi, оскiльки вони не мають нiякого впливу на виконання програми, отже й на синтаксичний розбір та генерацію коду.

В даному курсовому проекті реалізовано прямий лексичний аналізатор, який виділяє з вхідного тексту програми окремі лексеми і на основі цього формує таблицю.

* 1. Розробка синтаксичного та семантичного аналізатора

Синтаксичний аналізатор - частина компілятора, яка відповідає за виявлення основних синтаксичних конструкцій вхідної мови. У завдання синтаксичного аналізатора входить: знайти і виділити основні синтаксичні конструкції в тексті вхідної програми, встановити тип і перевірити правильність кожної синтаксичної конструкції у вигляді, зручному для подальшої генерації тексту результуючої програми.

В основі синтаксичного аналізатора лежить розпізнавач тексту вхідної програми на основі граматики вхідної мови. Як правило, синтаксичні конструкції мов програмування можуть бути описані за допомогою КС-граматик, рідше зустрічаються мови, які можуть бути описані за допомогою регулярних граматик. Найчастіше регулярні граматики застосовні до мов асемблера, а мови високого рівня побудовані на основі КС-мов.

Синтаксичний розбір - це основна частина компіляції на етапі аналізу. Без виконання синтаксичного розбору робота компілятора безглузда, у той час як лексичний аналізатор є зовсім необов'язковим. Усі завдання з перевірки лексики вхідного мови можуть бути вирішені на етапі синтаксичного розбору. Сканер тільки дозволяє позбавити складний за структурою лексичний аналізатор від рішення примітивних завдань з виявлення та запам'ятовування лексем вхідний програми.

Аналізатори реальних мов зазвичай мають лінійну складність; це досягається за рахунок перегляду вхідної програми зліва направо із загляданням уперед на один термінальний символ (лексичний клас).

Вхід синтаксичного аналізатора - це послідовність лексем і таблиці

представлень, які є виходом лексичного аналізатора.

На виході синтаксичного аналізатора отримуємо дерево граматичного розбору і таблиці ідентифікаторів та типів, які є входом для наступного перегляду компілятора (наприклад, це може бути перегляд, який здійснює контроль типів – семантичний аналіз).

* + 1. Опис програми реалізації синтаксичного та семантичного аналізатора

На вхід синтаксичного аналізатора подіється таблиця лексем створена на етапі лексичного аналізу. Аналізатор проходить по ній і перевіряє чи набір лексем відповідає раніше описаним формам нотації Бекуса-Наура. І разі не відповідності у файл з помилками виводиться інформація про помилку і про рядок на якій вона знаходиться.

При знаходженні оператора присвоєння або математичних виразів здійснюється перевірка балансу дужок(кількість відкриваючих дужок має дорівнювати кількості закриваючих). Також здійснюється перевірка чи не йдуть підряд декілька лексем одного типу

Результатом синтаксичного аналізу є синтаксичне дерево з посиланнями на таблиці об'єктів. У процесі синтаксичного аналізу також виявляються помилки, пов'язані зі структурою програми.

В основі синтаксичного аналізатора лежить розпізнавач тексту вхідної програми на основі граматики вхідної мови.

Аналізатор працює за принципом рекурсивного спуску, де кожне правило граматики реалізується окремою функцією.

Основні етапи роботи аналізатора:

1. **Ініціалізація**: Виклик функції Parser(), яка починає аналіз програми.
2. **Аналіз програми**: Функція program() аналізує основну структуру програми, включаючи оголошення змінних та тіло програми.
3. **Аналіз операторів**: Функція statement() визначає тип оператора (ввід, вивід, умовний оператор, присвоєння тощо) та викликає відповідну функцію для його аналізу.
4. **Аналіз виразів**: Функції arithmetic\_expression(), term(), factor() аналізують арифметичні вирази, включаючи операції додавання, віднімання, множення та ділення.
5. **Аналіз умов**: Функції logical\_expression(), and\_expression(), comparison() аналізують логічні вирази та операції порівняння.

Основні функції

* **program()**: Аналізує основну структуру програми.
* **variable\_declaration()**: Аналізує оголошення змінних.
* **variable\_list()**: Аналізує список змінних.
* **program\_body()**: Аналізує тіло програми.
* **statement()**: Визначає тип оператора та викликає відповідну функцію для його аналізу.
* **assignment()**: Аналізує оператор присвоєння.
* **arithmetic\_expression()**: Аналізує арифметичний вираз.
* **term()**: Аналізує доданок у виразі.
* **factor()**: Аналізує множник у виразі.
* **input()**: Аналізує оператор вводу.
* **output()**: Аналізує оператор виводу.
* **conditional()**: Аналізує умовний оператор.
* **goto\_statement()**: Аналізує оператор переходу.
* **label\_statement()**: Аналізує мітку.
* **for\_to\_do()**: Аналізує цикл for з інкрементом.
* **for\_downto\_do()**: Аналізує цикл for з декрементом.
* **while\_statement()**: Аналізує цикл while.
* **repeat\_until()**: Аналізує цикл repeat until.
* **logical\_expression()**: Аналізує логічний вираз.
* **and\_expression()**: Аналізує логічний вираз з операцією AND.
* **comparison()**: Аналізує операції порівняння.
* **compound\_statement()**: Аналізує складений оператор.

Цей аналізатор забезпечує перевірку синтаксичної коректності програми та виявлення синтаксичних помилок. Якщо виявляється помилка, аналізатор виводить повідомлення про помилку та завершує роботу.

* + 1. Розробка граф-схеми алгоритму

![](data:image/png;base64,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)

Рис. 3.2 Граф-схема роботи синтаксичного аналізатора

* 1. Розробка генератора коду

Синтаксичне дерево в чистому вигляді несе тільки інформацію про структуру програми. Насправді в процесі генерації коду потрібна також інформація про змінні, операції, мітки і т.д. Для представлення цієї інформації можливі різні рішення. Найбільш поширені два:

* інформація зберігається у таблицях генератора коду;
* інформація зберігається у відповідних вершинах дерева.

Розглянемо, наприклад, структуру таблиць, які можуть бути використані в поєднанні з Лідер-представленням. Оскільки Лідер-представлення не містить інформації про адреси змінних, значить, цю інформацію потрібно формувати в процесі обробки оголошень і зберігати в таблицях. Це стосується і описів масивів, записів і т.д. Крім того, в таблицях також повинна міститися інформація про операції.

Генерація коду – це машинно-залежний етап компіляції, під час якого відбувається побудова машинного еквівалента вхідної програми. 3азвичай входом для генератора коду служить проміжна форма представлення програми, а на виході може з’являтися об’єктний код або модуль завантаження.

Генератор C коду приймає масив лексем без помилок. Якщо на двох попередніх етапах виявлено помилки, то ця фаза не виконується.

В даному курсовому проекті генерація коду реалізується як окремий етап. Можливість його виконання є лише за умови, що попередньо успішно виконався етап синтаксичного аналізу. І використовує результат виконання попереднього аналізу, тобто два файли: перший містить згенерований C код відповідно операторам які були в програмі, другий файл містить таблицю змінних.

* + 1. Розробка граф-схеми алгоритму
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Рис. 3.3 Блок схема генератора коду

* + 1. Опис програми реалізації генератора коду

У компілятора, реалізованого в даному курсовому проекті, вихідна мова - програма на мові С. Ця програма записується у файл, що має таку ж саму назву, як і файл з вхідним текстом, але розширення “.c”. Генерація коду відбувається одразу ж після синтаксичного аналізу.

В даному трансляторі генератор коду послідовно викликає окремі функції, які записують у вихідний файл частини коду.

Першим кроком генерації коду записується заголовки, необхідні для програми на С, та визначається основна функція main(). Далі виконується аналіз коду та визначаються змінні, які використовуються.

Проаналізувавши змінні, які є у програмі, генератор формує секцію оголошення змінних для програми на С. Для цього з таблиці лексем вибирається ім’я змінної (типи змінних відповідають типам у С, наприклад int), та записується її початкове значення, якщо воно задано.

Аналіз наявних операторів необхідний у зв’язку з тим, що введення/виведення, виконання арифметичних та логічних операцій виконуються як окремі конструкції, і у випадку їх відсутності немає сенсу записувати у вихідний файл зайву інформацію.

Після цього зчитується лексема з таблиці лексем. Також відбувається перевірка, чи це не остання лексема. Якщо це остання лексема, то функція завершується.

Наступним кроком є аналіз таблиці лексем та безпосередня генерація коду у відповідності до вхідної програми.

Генератор коду зчитує лексему та генерує відповідний код, який записується у файл. Наприклад, якщо це лексема виведення, то у основну програму записується виклик функції printf, яка формує вихідний текст. Якщо це арифметична операція, то у вихідний файл записується вираз, що відповідає правилам С, із врахуванням пріоритетів операцій.

Генератор закінчує свою роботу, коли зчитує лексему, що відповідає кінцю файлу.

В кінці своєї роботи генератор формує завершення програми на С, додаючи повернення значення 0 з основної функції.

1. Опис програми

Дана програма написана мовою С++ з використанням визначень нових типів та перечислень:

enum TypeOfTokens

{

BackPogram,

Mainprogram,

ProgramName,

StartProgram,

Variable,

Type,

EndProgram,

Input,

Output,

If,

Else,

Goto,

Label,

For,

To,

DownTo,

Do,

While,

Exit,

Continue,

End,

Repeat,

Until,

Identifier,

Number,

Assign,

Add,

Sub,

Mul,

Div,

Mod,

Equality,

NotEquality,

Greate,

Less,

Not,

And,

Or,

LBraket,

RBraket,

Semicolon,

Colon,

Comma,

Minus,

Unknown };

// структура для зберігання інформації про лексему

struct Token

{

char name[16]; // ім'я лексеми

int value; // значення лексеми

int line; // номер рядка

TypeOfTokens type; // тип лексеми

};

// структура для зберігання інформації про ідентифікатор

struct Id

{

char name[16];

};

// перерахування, яке описує стани лексичного аналізатора

enum States

{

Start, // початок виділення чергової лексеми

Finish, // кінець виділення чергової лексеми

Letter, // опрацювання слів (ключові слова і ідентифікатори)

Digit, // опрацювання цифри

Separators, // видалення пробілів, символів табуляції і переходу на новий рядок

Another, // опрацювання інших символів

EndOfFile, // кінець файлу

SComment, // початок коментаря

Comment // видалення коментаря

};

Спочатку вхідна програма за допомогою функції unsigned int GetTokens(FILE\* F, Token TokenTable[]) розбивається на відповідні токени для запису у таблицю та подальше їх використання в процесі синтаксичного аналізу та генерації коду.

Далі відбувається синтаксичний аналіз вхідної програми за допомогою функції void Parser(). Всі правила запису як різноманітних операцій так і програми в цілому відбувається за нотатками Бекуса-Наура, за допомогою яких можна легко описати синтаксис всіх операцій.

Нище наведено опис структури програми за допомогою нотаток Бекуса-Наура.

void program()

{

match(Mainprogram);

match(StartProgram);

match(Variable);

variable\_declaration();

match(Semicolon);

program\_body();

match(EndProgram);

}

Наступним етапом є генерація С коду. Алгоритм генерації працює за принципом синтаксичного аналізу але при вибірці певної лексеми або операції генерує відповідний С код який записується у вихідний файл.

Нижче наведено генерацію С коду на прикладі операції присвоєння.

void assignment(FILE\* outFile)

{

fprintf(outFile, " ");

fprintf(outFile, TokenTable[pos++].name);

fprintf(outFile, " = ");

pos++;

arithmetic\_expression(outFile);

pos++;

fprintf(outFile, ";\n");

}

Така структура програми дозволяє без проблем аналізувати великі програми, написані на вхідній мові програмування. Також використання правил Бекуса-Наура дозволяє ефективно аналізувати програми великого обсягу.

* 1. Опис інтерфейсу та інструкція користувачеві

Вхідним файлом для даної програми є звичайний текстовий файл з розширенням k12. У цьому файлі необхідно набрати бажану для трансляції програму та зберегти її. Синтаксис повинен відповідати вхідній мові.

Створений транслятор є консольною програмою, що запускається з командної стрічки з параметром: "CWork\_k12.exe <ім’я програми>.k12"

Якщо обидва файли мають місце на диску та правильно сформовані, програма буде запущена на виконання.

Початковою фазою обробки є лексичний аналіз (розбиття на окремі лексеми). Результатом цього етапу є файл lexems.txt, який містить таблицю лексем. Вміст цього файлу складається з 4 полів – 1 – безпосередньо сама лексема; 2 – тип лексеми; 3 – значення лексеми (необхідне для чисел і ідентифікаторів); 4 – рядок, у якому лексема знаходиться. Наступним етапом є перевірка на правильність написання програми (вхідної). Інформацію про наявність чи відсутність помилок можна переглянути у файлі error.txt. Якщо граматичний розбір виконаний успішно, файл буде містити відповідне повідомлення. Інакше, у файлі будуть зазначені помилки з їх описом та вказанням їх місця у тексті програми.

Останнім етапом є генерація коду. Транслятор переходить до цього етапу, лише у випадку, коли відсутні граматичні помилки у вхідній програмі. Згенерований код записується у файлу <ім’я програми>.с.

1. Відлагодження та тестування програми

Тестування програмного забезпечення є важливим етапом розробки продукту. На цьому етапі знаходяться помилки допущені на попередніх етапах. Цей етап дозволяє покращити певні характеристики продукту, наприклад – інтерфейс. Дає можливість знайти та вподальшому виправити слабкі сторони, якщо вони є.

Відлагодження даної програми здійснюється за допомогою набору кількох програм, які відповідають заданій граматиці. Та перевірці коректності коду, що генерується, коректності знаходження помилок та розбивки на лексеми.

* 1. Виявлення лексичних та синтаксичних помилок

Виявлення лексичних помилок відбувається на стадії лексичного аналізу. Під час розбиття вхідної програми на окремі лексеми відбувається перевірка чи відповідає вхідна лексема граматиці. Якщо ця лексема є в граматиці то вона ідентифікується і в таблиці лексем визначається. У випадку неспівпадіння лексемі присвоюється тип "невпізнаної лексеми". Повідомлення про такі помилки можна побачити лише після виконання процедури перевірки таблиці лексем, яка знаходиться в файлі.

Виявлення синтаксичних помилок відбувається на стадії перевірки програми на коректність окремо від синтаксичного аналізу. При цьому перевіряється окремо кожне твердження яке може бути або виразом, або оператором (циклу, вводу/виводу), або оголошенням, та перевіряється структура програми в цілому.

Приклад виявлення:

***Текст програми з помилками***

//Prog1//

#Program prog1;

Variable Integ er\_2 aaaaaa,bbbbbb,xxxxxx,yyyyyy;

Start

Read aaaaaa;

Read bbbbbb

Write aaaaaa ++ bbbbbb;

Write aaaaaa -- bbbbbb;

Write aaaaaa \*\* bbbbbb;

Write aaaaaa Div bbbbbb;

Write aaaaaa Mod bbbbbb;

xxxxxx<-(aaaaaa -- bbbbbb) \*\* 10 ++ (aaaaaa ++ bbbbbb) Div 10;

yyyyyy<-xxxxxx ++ (xxxxxx Mod 10);

Write xxxxxx;

Write yyyyyy;

Stop

***Текст файлу з повідомленнями про помилки***

Lexical Error: line 3, lexem Integ is Unknown

Lexical Error: line 3, lexem er\_2 is Unknown

Syntax error in line 3 : another type of lexeme was expected.

Syntax error: type Unknown

Expected Type: Semicolon

* 1. Виявлення семантичних помилок

Суттю виявлення семантичних помилок є перевірка числових констант на відповідність типу Integer\_2, тобто знаковому цілому числу з відповідним діапазоном значень і перевірку на коректність використання змінних Integer\_2 у цілочисельних і логічних виразах.

* 1. Загальна перевірка коректності роботи транслятора

Для того щоб здійснити перевірку коректності роботи транслятора необхідно завантажити коректну до заданої вхідної мови програму.

***Текст коректної програми***

//Prog1//

#Program prog1;

Variable Integer\_2 aaaaaa,bbbbbb,xxxxxx,yyyyyy;

Start

Read aaaaaa;

Read bbbbbb;

Write aaaaaa ++ bbbbbb;

Write aaaaaa -- bbbbbb;

Write aaaaaa \*\* bbbbbb;

Write aaaaaa Div bbbbbb;

Write aaaaaa Mod bbbbbb;

xxxxxx<-(aaaaaa -- bbbbbb) \*\* 10 ++ (aaaaaa ++ bbbbbb) Div 10;

yyyyyy<-xxxxxx ++ (xxxxxx Mod 10);

Write xxxxxx;

Write yyyyyy;

Stop

Оскільки дана програма відповідає граматиці то результати виконання лексичного, синтаксичного аналізів, а також генератора коду будуть позитивними.

В результаті буде отримано с файл, який є результатом виконання трансляції з заданої вхідної мови на мову С даної програми (його вміст наведений в Додатку А).

Після виконання компіляції даного файлу на виході отримаєм наступний результат роботи програми:
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Рис. 5.1 Результат виконання коректної програми

При перевірці отриманого результату, можна зробити висновок про правильність роботи програми, а отже і про правильність роботи транслятора.

* 1. Тестова програма №1

***Текст програми***

//Prog1//

#Program prog1;

Variable Integer\_2 aaaaaa,bbbbbb,xxxxxx,yyyyyy;

Start

Read aaaaaa;

Read bbbbbb;

Write aaaaaa ++ bbbbbb;

Write aaaaaa -- bbbbbb;

Write aaaaaa \*\* bbbbbb;

Write aaaaaa Div bbbbbb;

Write aaaaaa Mod bbbbbb;

xxxxxx<-(aaaaaa -- bbbbbb) \*\* 10 ++ (aaaaaa ++ bbbbbb) Div 10;

yyyyyy<-xxxxxx ++ (xxxxxx Mod 10);

Write xxxxxx;

Write yyyyyy;

Stop

***Результат виконання***
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Рис. 5.2 Результат виконання тестової програми №1

* 1. Тестова програма №2

***Текст програми***

//Prog2//

#Program prog2;

Variable Integer\_2 aaaaaa,bbbbbb,cccccc;

Start

Read aaaaaa;

Read bbbbbb;

Read cccccc;

If(aaaaaa > bbbbbb)

Start

If(aaaaaa > cccccc)

Start

Goto Abigger;

Stop

Else

Start

Write cccccc;

Goto Outofif;

Abigger:

Write aaaaaa;

Goto Outofif;

Stop

Stop

If(bbbbbb < cccccc)

Start

Write cccccc;

Stop

Else

Start

Write bbbbbb;

Stop

Outofif:

If((aaaaaa == bbbbbb) & (aaaaaa == cccccc) & (bbbbbb == cccccc))

Start

Write 1;

Stop

Else

Start

Write 0;

Stop

If((aaaaaa < 0) | (bbbbbb < 0) | (cccccc < 0))

Start

Write -1;

Stop

Else

Start

Write 0;

Stop

If(!(aaaaaa < (bbbbbb ++ cccccc)))

Start

Write(10);

Stop

Else

Start

Write(0);

Stop

Stop

***Результат виконання***
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Рис. 5.3 Результат виконання тестової програми №2

* 1. Тестова програма №3

***Текст програми***

//Prog3//

#Program prog3;

Variable Integer\_2 aaaaaa,aaaaa2,bbbbbb,xxxxxx,ccccc1,ccccc2;

Start

Read aaaaaa;

Read bbbbbb;

For aaaaa2<-aaaaaa To bbbbbb Do

Write aaaaa2 \*\* aaaaa2;

For aaaaa2<-bbbbbb To aaaaaa Do

Write aaaaa2 \*\* aaaaa2;

xxxxxx<-0;

ccccc1<-0;

While ccccc1 < aaaaaa

Start

ccccc2<-0;

While ccccc2 < bbbbbb

Start

xxxxxx<-xxxxxx ++ 1;

ccccc2<-ccccc2 ++ 1;

Stop

End While

ccccc1<-ccccc1 ++ 1;

Stop

End While

Write xxxxxx;

xxxxxx<-0;

ccccc1<-1;

Repeat

Start

ccccc2<-1;

Repeat

Start

xxxxxx<-xxxxxx++1;

ccccc2<-ccccc2++1;

Stop

Until !(ccccc2 > bbbbbb)

ccccc1<-ccccc1++1;

Stop

Until !(ccccc1 > aaaaaa)

Write xxxxxx;

Stop

***Результат виконання***
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Рис. 5.4 Результат виконання тестової програми №3

Висновки

В процесі виконання курсового проекту було виконано наступне:

1. Складено формальний опис мови програмування k12, в термінах розширеної нотації Бекуса-Наура, виділено усі термінальні символи та ключові слова.

2. Створено компілятор мови програмування k12, а саме:

2.1. Розроблено прямий лексичний аналізатор, орієнтований на розпізнавання лексем, що є заявлені в формальному описі мови програмування.

2.2. Розроблено синтаксичний аналізатор на основі низхідного методу. Складено деталізований опис вхідної мови в термінах розширеної нотації Бекуса-Наура

2.3. Розроблено генератор коду, відповідні процедури якого викликаються після перевірки синтаксичним аналізатором коректності запису чергового оператора, мови програмування k12. Вихідним кодом генератора є програма на мові C.

3. Проведене тестування компілятора на тестових програмах за наступними пунктами:

3.1. На виявлення лексичних помилок.

3.2. На виявлення синтаксичних помилок.

3.3. Загальна перевірка роботи компілятора.

Тестування не виявило помилок в роботі компілятор, і всі помилки в тестових програмах на мові k12 були успішно виявлені і відповідно оброблені.

В результаті виконання даної курсового проекту було засвоєно методи розробки та реалізації компонент систем програмування.
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Додатки

**Додаток А (Таблиці лексем для тестових прикладів)**

Тестова програма «Лінійний алгоритм»

---------------------------------------------------------------------------

| TOKEN TABLE |

---------------------------------------------------------------------------

| line number | token | value | token code | type of token |

---------------------------------------------------------------------------

| 2 | # | 0 | 0 | BackPogram |

---------------------------------------------------------------------------

| 2 | Program | 0 | 1 | MainProgram |

---------------------------------------------------------------------------

| 2 | prog1 | 0 | 2 | ProgramName |

---------------------------------------------------------------------------

| 3 | Variable | 0 | 4 | Variable |

---------------------------------------------------------------------------

| 3 | Integ | 0 | 44 | Unknown |

---------------------------------------------------------------------------

| 3 | er\_2 | 0 | 44 | Unknown |

---------------------------------------------------------------------------

| 3 | aaaaaa | 0 | 23 | Identifier |

---------------------------------------------------------------------------

| 3 | , | 0 | 42 | Comma |

---------------------------------------------------------------------------

| 3 | bbbbbb | 0 | 23 | Identifier |

---------------------------------------------------------------------------

| 3 | , | 0 | 42 | Comma |

---------------------------------------------------------------------------

| 3 | xxxxxx | 0 | 23 | Identifier |

---------------------------------------------------------------------------

| 3 | , | 0 | 42 | Comma |

---------------------------------------------------------------------------

| 3 | yyyyyy | 0 | 23 | Identifier |

---------------------------------------------------------------------------

| 3 | ; | 0 | 40 | Semicolon |

---------------------------------------------------------------------------

| 4 | Start | 0 | 3 | StartProgram |

---------------------------------------------------------------------------

| 5 | Read | 0 | 7 | Input |

---------------------------------------------------------------------------

| 5 | aaaaaa | 0 | 23 | Identifier |

---------------------------------------------------------------------------

| 5 | ; | 0 | 40 | Semicolon |

---------------------------------------------------------------------------

| 6 | Read | 0 | 7 | Input |

---------------------------------------------------------------------------

| 6 | bbbbbb | 0 | 23 | Identifier |

---------------------------------------------------------------------------

| 7 | Write | 0 | 8 | Output |

---------------------------------------------------------------------------

| 7 | aaaaaa | 0 | 23 | Identifier |

---------------------------------------------------------------------------

| 7 | ++ | 0 | 26 | Add |

---------------------------------------------------------------------------

| 7 | bbbbbb | 0 | 23 | Identifier |

---------------------------------------------------------------------------

| 7 | ; | 0 | 40 | Semicolon |

---------------------------------------------------------------------------

| 8 | Write | 0 | 8 | Output |

---------------------------------------------------------------------------

| 8 | aaaaaa | 0 | 23 | Identifier |

---------------------------------------------------------------------------

| 8 | -- | 0 | 27 | Sub |

---------------------------------------------------------------------------

| 8 | bbbbbb | 0 | 23 | Identifier |

---------------------------------------------------------------------------

| 8 | ; | 0 | 40 | Semicolon |

---------------------------------------------------------------------------

| 9 | Write | 0 | 8 | Output |

---------------------------------------------------------------------------

| 9 | aaaaaa | 0 | 23 | Identifier |

---------------------------------------------------------------------------

| 9 | \*\* | 0 | 28 | Mul |

---------------------------------------------------------------------------

| 9 | bbbbbb | 0 | 23 | Identifier |

---------------------------------------------------------------------------

| 9 | ; | 0 | 40 | Semicolon |

---------------------------------------------------------------------------

| 10 | Write | 0 | 8 | Output |

---------------------------------------------------------------------------

| 10 | aaaaaa | 0 | 23 | Identifier |

---------------------------------------------------------------------------

| 10 | Div | 0 | 29 | Div |

---------------------------------------------------------------------------

| 10 | bbbbbb | 0 | 23 | Identifier |

---------------------------------------------------------------------------

| 10 | ; | 0 | 40 | Semicolon |

---------------------------------------------------------------------------

| 11 | Write | 0 | 8 | Output |

---------------------------------------------------------------------------

| 11 | aaaaaa | 0 | 23 | Identifier |

---------------------------------------------------------------------------

| 11 | Mod | 0 | 30 | Mod |

---------------------------------------------------------------------------

| 11 | bbbbbb | 0 | 23 | Identifier |

---------------------------------------------------------------------------

| 11 | ; | 0 | 40 | Semicolon |

---------------------------------------------------------------------------

| 13 | xxxxxx | 0 | 23 | Identifier |

---------------------------------------------------------------------------

| 13 | <- | 0 | 25 | Assign |

---------------------------------------------------------------------------

| 13 | ( | 0 | 38 | LBraket |

---------------------------------------------------------------------------

| 13 | aaaaaa | 0 | 23 | Identifier |

---------------------------------------------------------------------------

| 13 | -- | 0 | 27 | Sub |

---------------------------------------------------------------------------

| 13 | bbbbbb | 0 | 23 | Identifier |

---------------------------------------------------------------------------

| 13 | ) | 0 | 39 | RBraket |

---------------------------------------------------------------------------

| 13 | \*\* | 0 | 28 | Mul |

---------------------------------------------------------------------------

| 13 | 10 | 10 | 24 | Number |

---------------------------------------------------------------------------

| 13 | ++ | 0 | 26 | Add |

---------------------------------------------------------------------------

| 13 | ( | 0 | 38 | LBraket |

---------------------------------------------------------------------------

| 13 | aaaaaa | 0 | 23 | Identifier |

---------------------------------------------------------------------------

| 13 | ++ | 0 | 26 | Add |

---------------------------------------------------------------------------

| 13 | bbbbbb | 0 | 23 | Identifier |

---------------------------------------------------------------------------

| 13 | ) | 0 | 39 | RBraket |

---------------------------------------------------------------------------

| 13 | Div | 0 | 29 | Div |

---------------------------------------------------------------------------

| 13 | 10 | 10 | 24 | Number |

---------------------------------------------------------------------------

| 13 | ; | 0 | 40 | Semicolon |

---------------------------------------------------------------------------

| 14 | yyyyyy | 0 | 23 | Identifier |

---------------------------------------------------------------------------

| 14 | <- | 0 | 25 | Assign |

---------------------------------------------------------------------------

| 14 | xxxxxx | 0 | 23 | Identifier |

---------------------------------------------------------------------------

| 14 | ++ | 0 | 26 | Add |

---------------------------------------------------------------------------

| 14 | ( | 0 | 38 | LBraket |

---------------------------------------------------------------------------

| 14 | xxxxxx | 0 | 23 | Identifier |

---------------------------------------------------------------------------

| 14 | Mod | 0 | 30 | Mod |

---------------------------------------------------------------------------

| 14 | 10 | 10 | 24 | Number |

---------------------------------------------------------------------------

| 14 | ) | 0 | 39 | RBraket |

---------------------------------------------------------------------------

| 14 | ; | 0 | 40 | Semicolon |

---------------------------------------------------------------------------

| 15 | Write | 0 | 8 | Output |

---------------------------------------------------------------------------

| 15 | xxxxxx | 0 | 23 | Identifier |

---------------------------------------------------------------------------

| 15 | ; | 0 | 40 | Semicolon |

---------------------------------------------------------------------------

| 16 | Write | 0 | 8 | Output |

---------------------------------------------------------------------------

| 16 | yyyyyy | 0 | 23 | Identifier |

---------------------------------------------------------------------------

| 16 | ; | 0 | 40 | Semicolon |

---------------------------------------------------------------------------

| 17 | Stop | 0 | 6 | EndProgram |

---------------------------------------------------------------------------

Тестова програма «Алгоритм з розгалуженням»

---------------------------------------------------------------------------

| TOKEN TABLE |

---------------------------------------------------------------------------

| line number | token | value | token code | type of token |

---------------------------------------------------------------------------

| 2 | # | 0 | 0 | BackPogram |

---------------------------------------------------------------------------

| 2 | Program | 0 | 1 | MainProgram |

---------------------------------------------------------------------------

| 2 | prog2 | 0 | 2 | ProgramName |

---------------------------------------------------------------------------

| 3 | Variable | 0 | 4 | Variable |

---------------------------------------------------------------------------

| 3 | Integer\_2 | 0 | 5 | Integer |

---------------------------------------------------------------------------

| 3 | aaaaaa | 0 | 23 | Identifier |

---------------------------------------------------------------------------

| 3 | , | 0 | 42 | Comma |

---------------------------------------------------------------------------

| 3 | bbbbbb | 0 | 23 | Identifier |

---------------------------------------------------------------------------

| 3 | , | 0 | 42 | Comma |

---------------------------------------------------------------------------

| 3 | cccccc | 0 | 23 | Identifier |

---------------------------------------------------------------------------

| 3 | ; | 0 | 40 | Semicolon |

---------------------------------------------------------------------------

| 4 | Start | 0 | 3 | StartProgram |

---------------------------------------------------------------------------

| 5 | Read | 0 | 7 | Input |

---------------------------------------------------------------------------

| 5 | aaaaaa | 0 | 23 | Identifier |

---------------------------------------------------------------------------

| 5 | ; | 0 | 40 | Semicolon |

---------------------------------------------------------------------------

| 6 | Read | 0 | 7 | Input |

---------------------------------------------------------------------------

| 6 | bbbbbb | 0 | 23 | Identifier |

---------------------------------------------------------------------------

| 6 | ; | 0 | 40 | Semicolon |

---------------------------------------------------------------------------

| 7 | Read | 0 | 7 | Input |

---------------------------------------------------------------------------

| 7 | cccccc | 0 | 23 | Identifier |

---------------------------------------------------------------------------

| 7 | ; | 0 | 40 | Semicolon |

---------------------------------------------------------------------------

| 8 | If | 0 | 9 | If |

---------------------------------------------------------------------------

| 8 | ( | 0 | 38 | LBraket |

---------------------------------------------------------------------------

| 8 | aaaaaa | 0 | 23 | Identifier |

---------------------------------------------------------------------------

| 8 | > | 0 | 33 | Greate |

---------------------------------------------------------------------------

| 8 | bbbbbb | 0 | 23 | Identifier |

---------------------------------------------------------------------------

| 8 | ) | 0 | 39 | RBraket |

---------------------------------------------------------------------------

| 9 | Start | 0 | 3 | StartProgram |

---------------------------------------------------------------------------

| 10 | If | 0 | 9 | If |

---------------------------------------------------------------------------

| 10 | ( | 0 | 38 | LBraket |

---------------------------------------------------------------------------

| 10 | aaaaaa | 0 | 23 | Identifier |

---------------------------------------------------------------------------

| 10 | > | 0 | 33 | Greate |

---------------------------------------------------------------------------

| 10 | cccccc | 0 | 23 | Identifier |

---------------------------------------------------------------------------

| 10 | ) | 0 | 39 | RBraket |

---------------------------------------------------------------------------

| 11 | Start | 0 | 3 | StartProgram |

---------------------------------------------------------------------------

| 12 | Goto | 0 | 11 | Goto |

---------------------------------------------------------------------------

| 12 | Abigger | 0 | 23 | Identifier |

---------------------------------------------------------------------------

| 12 | ; | 0 | 40 | Semicolon |

---------------------------------------------------------------------------

| 13 | Stop | 0 | 6 | EndProgram |

---------------------------------------------------------------------------

| 14 | Else | 0 | 10 | Else |

---------------------------------------------------------------------------

| 15 | Start | 0 | 3 | StartProgram |

---------------------------------------------------------------------------

| 16 | Write | 0 | 8 | Output |

---------------------------------------------------------------------------

| 16 | cccccc | 0 | 23 | Identifier |

---------------------------------------------------------------------------

| 16 | ; | 0 | 40 | Semicolon |

---------------------------------------------------------------------------

| 17 | Goto | 0 | 11 | Goto |

---------------------------------------------------------------------------

| 17 | Outofif | 0 | 23 | Identifier |

---------------------------------------------------------------------------

| 17 | ; | 0 | 40 | Semicolon |

---------------------------------------------------------------------------

| 18 | Abigger | 0 | 12 | Label |

---------------------------------------------------------------------------

| 19 | Write | 0 | 8 | Output |

---------------------------------------------------------------------------

| 19 | aaaaaa | 0 | 23 | Identifier |

---------------------------------------------------------------------------

| 19 | ; | 0 | 40 | Semicolon |

---------------------------------------------------------------------------

| 20 | Goto | 0 | 11 | Goto |

---------------------------------------------------------------------------

| 20 | Outofif | 0 | 23 | Identifier |

---------------------------------------------------------------------------

| 20 | ; | 0 | 40 | Semicolon |

---------------------------------------------------------------------------

| 21 | Stop | 0 | 6 | EndProgram |

---------------------------------------------------------------------------

| 22 | Stop | 0 | 6 | EndProgram |

---------------------------------------------------------------------------

| 23 | If | 0 | 9 | If |

---------------------------------------------------------------------------

| 23 | ( | 0 | 38 | LBraket |

---------------------------------------------------------------------------

| 23 | bbbbbb | 0 | 23 | Identifier |

---------------------------------------------------------------------------

| 23 | < | 0 | 34 | Less |

---------------------------------------------------------------------------

| 23 | cccccc | 0 | 23 | Identifier |

---------------------------------------------------------------------------

| 23 | ) | 0 | 39 | RBraket |

---------------------------------------------------------------------------

| 24 | Start | 0 | 3 | StartProgram |

---------------------------------------------------------------------------

| 25 | Write | 0 | 8 | Output |

---------------------------------------------------------------------------

| 25 | cccccc | 0 | 23 | Identifier |

---------------------------------------------------------------------------

| 25 | ; | 0 | 40 | Semicolon |

---------------------------------------------------------------------------

| 26 | Stop | 0 | 6 | EndProgram |

---------------------------------------------------------------------------

| 27 | Else | 0 | 10 | Else |

---------------------------------------------------------------------------

| 28 | Start | 0 | 3 | StartProgram |

---------------------------------------------------------------------------

| 29 | Write | 0 | 8 | Output |

---------------------------------------------------------------------------

| 29 | bbbbbb | 0 | 23 | Identifier |

---------------------------------------------------------------------------

| 29 | ; | 0 | 40 | Semicolon |

---------------------------------------------------------------------------

| 30 | Stop | 0 | 6 | EndProgram |

---------------------------------------------------------------------------

| 31 | Outofif | 0 | 12 | Label |

---------------------------------------------------------------------------

| 33 | If | 0 | 9 | If |

---------------------------------------------------------------------------

| 33 | ( | 0 | 38 | LBraket |

---------------------------------------------------------------------------

| 33 | ( | 0 | 38 | LBraket |

---------------------------------------------------------------------------

| 33 | aaaaaa | 0 | 23 | Identifier |

---------------------------------------------------------------------------

| 33 | == | 0 | 31 | Equality |

---------------------------------------------------------------------------

| 33 | bbbbbb | 0 | 23 | Identifier |

---------------------------------------------------------------------------

| 33 | ) | 0 | 39 | RBraket |

---------------------------------------------------------------------------

| 33 | && | 0 | 36 | And |

---------------------------------------------------------------------------

| 33 | ( | 0 | 38 | LBraket |

---------------------------------------------------------------------------

| 33 | aaaaaa | 0 | 23 | Identifier |

---------------------------------------------------------------------------

| 33 | == | 0 | 31 | Equality |

---------------------------------------------------------------------------

| 33 | cccccc | 0 | 23 | Identifier |

---------------------------------------------------------------------------

| 33 | ) | 0 | 39 | RBraket |

---------------------------------------------------------------------------

| 33 | && | 0 | 36 | And |

---------------------------------------------------------------------------

| 33 | ( | 0 | 38 | LBraket |

---------------------------------------------------------------------------

| 33 | bbbbbb | 0 | 23 | Identifier |

---------------------------------------------------------------------------

| 33 | == | 0 | 31 | Equality |

---------------------------------------------------------------------------

| 33 | cccccc | 0 | 23 | Identifier |

---------------------------------------------------------------------------

| 33 | ) | 0 | 39 | RBraket |

---------------------------------------------------------------------------

| 33 | ) | 0 | 39 | RBraket |

---------------------------------------------------------------------------

| 34 | Start | 0 | 3 | StartProgram |

---------------------------------------------------------------------------

| 35 | Write | 0 | 8 | Output |

---------------------------------------------------------------------------

| 35 | 1 | 1 | 24 | Number |

---------------------------------------------------------------------------

| 35 | ; | 0 | 40 | Semicolon |

---------------------------------------------------------------------------

| 36 | Stop | 0 | 6 | EndProgram |

---------------------------------------------------------------------------

| 37 | Else | 0 | 10 | Else |

---------------------------------------------------------------------------

| 38 | Start | 0 | 3 | StartProgram |

---------------------------------------------------------------------------

| 39 | Write | 0 | 8 | Output |

---------------------------------------------------------------------------

| 39 | 0 | 0 | 24 | Number |

---------------------------------------------------------------------------

| 39 | ; | 0 | 40 | Semicolon |

---------------------------------------------------------------------------

| 40 | Stop | 0 | 6 | EndProgram |

---------------------------------------------------------------------------

| 41 | If | 0 | 9 | If |

---------------------------------------------------------------------------

| 41 | ( | 0 | 38 | LBraket |

---------------------------------------------------------------------------

| 41 | ( | 0 | 38 | LBraket |

---------------------------------------------------------------------------

| 41 | aaaaaa | 0 | 23 | Identifier |

---------------------------------------------------------------------------

| 41 | < | 0 | 34 | Less |

---------------------------------------------------------------------------

| 41 | 0 | 0 | 24 | Number |

---------------------------------------------------------------------------

| 41 | ) | 0 | 39 | RBraket |

---------------------------------------------------------------------------

| 41 | || | 0 | 37 | Or |

---------------------------------------------------------------------------

| 41 | ( | 0 | 38 | LBraket |

---------------------------------------------------------------------------

| 41 | bbbbbb | 0 | 23 | Identifier |

---------------------------------------------------------------------------

| 41 | < | 0 | 34 | Less |

---------------------------------------------------------------------------

| 41 | 0 | 0 | 24 | Number |

---------------------------------------------------------------------------

| 41 | ) | 0 | 39 | RBraket |

---------------------------------------------------------------------------

| 41 | || | 0 | 37 | Or |

---------------------------------------------------------------------------

| 41 | ( | 0 | 38 | LBraket |

---------------------------------------------------------------------------

| 41 | cccccc | 0 | 23 | Identifier |

---------------------------------------------------------------------------

| 41 | < | 0 | 34 | Less |

---------------------------------------------------------------------------

| 41 | 0 | 0 | 24 | Number |

---------------------------------------------------------------------------

| 41 | ) | 0 | 39 | RBraket |

---------------------------------------------------------------------------

| 41 | ) | 0 | 39 | RBraket |

---------------------------------------------------------------------------

| 42 | Start | 0 | 3 | StartProgram |

---------------------------------------------------------------------------

| 43 | Write | 0 | 8 | Output |

---------------------------------------------------------------------------

| 43 | - | 0 | 43 | Minus |

---------------------------------------------------------------------------

| 43 | 1 | 1 | 24 | Number |

---------------------------------------------------------------------------

| 43 | ; | 0 | 40 | Semicolon |

---------------------------------------------------------------------------

| 44 | Stop | 0 | 6 | EndProgram |

---------------------------------------------------------------------------

| 45 | Else | 0 | 10 | Else |

---------------------------------------------------------------------------

| 46 | Start | 0 | 3 | StartProgram |

---------------------------------------------------------------------------

| 47 | Write | 0 | 8 | Output |

---------------------------------------------------------------------------

| 47 | 0 | 0 | 24 | Number |

---------------------------------------------------------------------------

| 47 | ; | 0 | 40 | Semicolon |

---------------------------------------------------------------------------

| 48 | Stop | 0 | 6 | EndProgram |

---------------------------------------------------------------------------

| 49 | If | 0 | 9 | If |

---------------------------------------------------------------------------

| 49 | ( | 0 | 38 | LBraket |

---------------------------------------------------------------------------

| 49 | ! | 0 | 35 | Not |

---------------------------------------------------------------------------

| 49 | ( | 0 | 38 | LBraket |

---------------------------------------------------------------------------

| 49 | aaaaaa | 0 | 23 | Identifier |

---------------------------------------------------------------------------

| 49 | < | 0 | 34 | Less |

---------------------------------------------------------------------------

| 49 | ( | 0 | 38 | LBraket |

---------------------------------------------------------------------------

| 49 | bbbbbb | 0 | 23 | Identifier |

---------------------------------------------------------------------------

| 49 | ++ | 0 | 26 | Add |

---------------------------------------------------------------------------

| 49 | cccccc | 0 | 23 | Identifier |

---------------------------------------------------------------------------

| 49 | ) | 0 | 39 | RBraket |

---------------------------------------------------------------------------

| 49 | ) | 0 | 39 | RBraket |

---------------------------------------------------------------------------

| 49 | ) | 0 | 39 | RBraket |

---------------------------------------------------------------------------

| 50 | Start | 0 | 3 | StartProgram |

---------------------------------------------------------------------------

| 51 | Write | 0 | 8 | Output |

---------------------------------------------------------------------------

| 51 | ( | 0 | 38 | LBraket |

---------------------------------------------------------------------------

| 51 | 10 | 10 | 24 | Number |

---------------------------------------------------------------------------

| 51 | ) | 0 | 39 | RBraket |

---------------------------------------------------------------------------

| 51 | ; | 0 | 40 | Semicolon |

---------------------------------------------------------------------------

| 52 | Stop | 0 | 6 | EndProgram |

---------------------------------------------------------------------------

| 53 | Else | 0 | 10 | Else |

---------------------------------------------------------------------------

| 54 | Start | 0 | 3 | StartProgram |

---------------------------------------------------------------------------

| 55 | Write | 0 | 8 | Output |

---------------------------------------------------------------------------

| 55 | ( | 0 | 38 | LBraket |

---------------------------------------------------------------------------

| 55 | 0 | 0 | 24 | Number |

---------------------------------------------------------------------------

| 55 | ) | 0 | 39 | RBraket |

---------------------------------------------------------------------------

| 55 | ; | 0 | 40 | Semicolon |

---------------------------------------------------------------------------

| 56 | Stop | 0 | 6 | EndProgram |

---------------------------------------------------------------------------

| 57 | Stop | 0 | 6 | EndProgram |

---------------------------------------------------------------------------

Тестова програма «Циклічний алгоритм»

---------------------------------------------------------------------------

| TOKEN TABLE |

---------------------------------------------------------------------------

| line number | token | value | token code | type of token |

---------------------------------------------------------------------------

| 2 | # | 0 | 0 | BackPogram |

---------------------------------------------------------------------------

| 2 | Program | 0 | 1 | MainProgram |

---------------------------------------------------------------------------

| 2 | prog3 | 0 | 2 | ProgramName |

---------------------------------------------------------------------------

| 3 | Variable | 0 | 4 | Variable |

---------------------------------------------------------------------------

| 3 | Integer\_2 | 0 | 5 | Integer |

---------------------------------------------------------------------------

| 3 | aaaaaa | 0 | 23 | Identifier |

---------------------------------------------------------------------------

| 3 | , | 0 | 42 | Comma |

---------------------------------------------------------------------------

| 3 | aaaaa2 | 0 | 23 | Identifier |

---------------------------------------------------------------------------

| 3 | , | 0 | 42 | Comma |

---------------------------------------------------------------------------

| 3 | bbbbbb | 0 | 23 | Identifier |

---------------------------------------------------------------------------

| 3 | , | 0 | 42 | Comma |

---------------------------------------------------------------------------

| 3 | xxxxxx | 0 | 23 | Identifier |

---------------------------------------------------------------------------

| 3 | , | 0 | 42 | Comma |

---------------------------------------------------------------------------

| 3 | ccccc1 | 0 | 23 | Identifier |

---------------------------------------------------------------------------

| 3 | , | 0 | 42 | Comma |

---------------------------------------------------------------------------

| 3 | ccccc2 | 0 | 23 | Identifier |

---------------------------------------------------------------------------

| 3 | ; | 0 | 40 | Semicolon |

---------------------------------------------------------------------------

| 4 | Start | 0 | 3 | StartProgram |

---------------------------------------------------------------------------

| 5 | Read | 0 | 7 | Input |

---------------------------------------------------------------------------

| 5 | aaaaaa | 0 | 23 | Identifier |

---------------------------------------------------------------------------

| 5 | ; | 0 | 40 | Semicolon |

---------------------------------------------------------------------------

| 6 | Read | 0 | 7 | Input |

---------------------------------------------------------------------------

| 6 | bbbbbb | 0 | 23 | Identifier |

---------------------------------------------------------------------------

| 6 | ; | 0 | 40 | Semicolon |

---------------------------------------------------------------------------

| 7 | For | 0 | 13 | For |

---------------------------------------------------------------------------

| 7 | aaaaa2 | 0 | 23 | Identifier |

---------------------------------------------------------------------------

| 7 | <- | 0 | 25 | Assign |

---------------------------------------------------------------------------

| 7 | aaaaaa | 0 | 23 | Identifier |

---------------------------------------------------------------------------

| 7 | To | 0 | 14 | To |

---------------------------------------------------------------------------

| 7 | bbbbbb | 0 | 23 | Identifier |

---------------------------------------------------------------------------

| 7 | Do | 0 | 16 | Do |

---------------------------------------------------------------------------

| 8 | Write | 0 | 8 | Output |

---------------------------------------------------------------------------

| 8 | aaaaa2 | 0 | 23 | Identifier |

---------------------------------------------------------------------------

| 8 | \*\* | 0 | 28 | Mul |

---------------------------------------------------------------------------

| 8 | aaaaa2 | 0 | 23 | Identifier |

---------------------------------------------------------------------------

| 8 | ; | 0 | 40 | Semicolon |

---------------------------------------------------------------------------

| 10 | For | 0 | 13 | For |

---------------------------------------------------------------------------

| 10 | aaaaa2 | 0 | 23 | Identifier |

---------------------------------------------------------------------------

| 10 | <- | 0 | 25 | Assign |

---------------------------------------------------------------------------

| 10 | bbbbbb | 0 | 23 | Identifier |

---------------------------------------------------------------------------

| 10 | To | 0 | 14 | To |

---------------------------------------------------------------------------

| 10 | aaaaaa | 0 | 23 | Identifier |

---------------------------------------------------------------------------

| 10 | Do | 0 | 16 | Do |

---------------------------------------------------------------------------

| 11 | Write | 0 | 8 | Output |

---------------------------------------------------------------------------

| 11 | aaaaa2 | 0 | 23 | Identifier |

---------------------------------------------------------------------------

| 11 | \*\* | 0 | 28 | Mul |

---------------------------------------------------------------------------

| 11 | aaaaa2 | 0 | 23 | Identifier |

---------------------------------------------------------------------------

| 11 | ; | 0 | 40 | Semicolon |

---------------------------------------------------------------------------

| 13 | xxxxxx | 0 | 23 | Identifier |

---------------------------------------------------------------------------

| 13 | <- | 0 | 25 | Assign |

---------------------------------------------------------------------------

| 13 | 0 | 0 | 24 | Number |

---------------------------------------------------------------------------

| 13 | ; | 0 | 40 | Semicolon |

---------------------------------------------------------------------------

| 14 | ccccc1 | 0 | 23 | Identifier |

---------------------------------------------------------------------------

| 14 | <- | 0 | 25 | Assign |

---------------------------------------------------------------------------

| 14 | 0 | 0 | 24 | Number |

---------------------------------------------------------------------------

| 14 | ; | 0 | 40 | Semicolon |

---------------------------------------------------------------------------

| 15 | While | 0 | 17 | While |

---------------------------------------------------------------------------

| 15 | ccccc1 | 0 | 23 | Identifier |

---------------------------------------------------------------------------

| 15 | < | 0 | 34 | Less |

---------------------------------------------------------------------------

| 15 | aaaaaa | 0 | 23 | Identifier |

---------------------------------------------------------------------------

| 16 | Start | 0 | 3 | StartProgram |

---------------------------------------------------------------------------

| 17 | ccccc2 | 0 | 23 | Identifier |

---------------------------------------------------------------------------

| 17 | <- | 0 | 25 | Assign |

---------------------------------------------------------------------------

| 17 | 0 | 0 | 24 | Number |

---------------------------------------------------------------------------

| 17 | ; | 0 | 40 | Semicolon |

---------------------------------------------------------------------------

| 18 | While | 0 | 17 | While |

---------------------------------------------------------------------------

| 18 | ccccc2 | 0 | 23 | Identifier |

---------------------------------------------------------------------------

| 18 | < | 0 | 34 | Less |

---------------------------------------------------------------------------

| 18 | bbbbbb | 0 | 23 | Identifier |

---------------------------------------------------------------------------

| 19 | Start | 0 | 3 | StartProgram |

---------------------------------------------------------------------------

| 20 | xxxxxx | 0 | 23 | Identifier |

---------------------------------------------------------------------------

| 20 | <- | 0 | 25 | Assign |

---------------------------------------------------------------------------

| 20 | xxxxxx | 0 | 23 | Identifier |

---------------------------------------------------------------------------

| 20 | ++ | 0 | 26 | Add |

---------------------------------------------------------------------------

| 20 | 1 | 1 | 24 | Number |

---------------------------------------------------------------------------

| 20 | ; | 0 | 40 | Semicolon |

---------------------------------------------------------------------------

| 21 | ccccc2 | 0 | 23 | Identifier |

---------------------------------------------------------------------------

| 21 | <- | 0 | 25 | Assign |

---------------------------------------------------------------------------

| 21 | ccccc2 | 0 | 23 | Identifier |

---------------------------------------------------------------------------

| 21 | ++ | 0 | 26 | Add |

---------------------------------------------------------------------------

| 21 | 1 | 1 | 24 | Number |

---------------------------------------------------------------------------

| 21 | ; | 0 | 40 | Semicolon |

---------------------------------------------------------------------------

| 22 | Stop | 0 | 6 | EndProgram |

---------------------------------------------------------------------------

| 23 | End | 0 | 20 | End |

---------------------------------------------------------------------------

| 23 | While | 0 | 17 | While |

---------------------------------------------------------------------------

| 24 | ccccc1 | 0 | 23 | Identifier |

---------------------------------------------------------------------------

| 24 | <- | 0 | 25 | Assign |

---------------------------------------------------------------------------

| 24 | ccccc1 | 0 | 23 | Identifier |

---------------------------------------------------------------------------

| 24 | ++ | 0 | 26 | Add |

---------------------------------------------------------------------------

| 24 | 1 | 1 | 24 | Number |

---------------------------------------------------------------------------

| 24 | ; | 0 | 40 | Semicolon |

---------------------------------------------------------------------------

| 25 | Stop | 0 | 6 | EndProgram |

---------------------------------------------------------------------------

| 26 | End | 0 | 20 | End |

---------------------------------------------------------------------------

| 26 | While | 0 | 17 | While |

---------------------------------------------------------------------------

| 27 | Write | 0 | 8 | Output |

---------------------------------------------------------------------------

| 27 | xxxxxx | 0 | 23 | Identifier |

---------------------------------------------------------------------------

| 27 | ; | 0 | 40 | Semicolon |

---------------------------------------------------------------------------

| 29 | xxxxxx | 0 | 23 | Identifier |

---------------------------------------------------------------------------

| 29 | <- | 0 | 25 | Assign |

---------------------------------------------------------------------------

| 29 | 0 | 0 | 24 | Number |

---------------------------------------------------------------------------

| 29 | ; | 0 | 40 | Semicolon |

---------------------------------------------------------------------------

| 30 | ccccc1 | 0 | 23 | Identifier |

---------------------------------------------------------------------------

| 30 | <- | 0 | 25 | Assign |

---------------------------------------------------------------------------

| 30 | 1 | 1 | 24 | Number |

---------------------------------------------------------------------------

| 30 | ; | 0 | 40 | Semicolon |

---------------------------------------------------------------------------

| 31 | Repeat | 0 | 21 | Repeat |

---------------------------------------------------------------------------

| 32 | Start | 0 | 3 | StartProgram |

---------------------------------------------------------------------------

| 33 | ccccc2 | 0 | 23 | Identifier |

---------------------------------------------------------------------------

| 33 | <- | 0 | 25 | Assign |

---------------------------------------------------------------------------

| 33 | 1 | 1 | 24 | Number |

---------------------------------------------------------------------------

| 33 | ; | 0 | 40 | Semicolon |

---------------------------------------------------------------------------

| 34 | Repeat | 0 | 21 | Repeat |

---------------------------------------------------------------------------

| 35 | Start | 0 | 3 | StartProgram |

---------------------------------------------------------------------------

| 36 | xxxxxx | 0 | 23 | Identifier |

---------------------------------------------------------------------------

| 36 | <- | 0 | 25 | Assign |

---------------------------------------------------------------------------

| 36 | xxxxxx | 0 | 23 | Identifier |

---------------------------------------------------------------------------

| 36 | ++ | 0 | 26 | Add |

---------------------------------------------------------------------------

| 36 | 1 | 1 | 24 | Number |

---------------------------------------------------------------------------

| 36 | ; | 0 | 40 | Semicolon |

---------------------------------------------------------------------------

| 37 | ccccc2 | 0 | 23 | Identifier |

---------------------------------------------------------------------------

| 37 | <- | 0 | 25 | Assign |

---------------------------------------------------------------------------

| 37 | ccccc2 | 0 | 23 | Identifier |

---------------------------------------------------------------------------

| 37 | ++ | 0 | 26 | Add |

---------------------------------------------------------------------------

| 37 | 1 | 1 | 24 | Number |

---------------------------------------------------------------------------

| 37 | ; | 0 | 40 | Semicolon |

---------------------------------------------------------------------------

| 38 | Stop | 0 | 6 | EndProgram |

---------------------------------------------------------------------------

| 39 | Until | 0 | 22 | Until |

---------------------------------------------------------------------------

| 39 | ! | 0 | 35 | Not |

---------------------------------------------------------------------------

| 39 | ( | 0 | 38 | LBraket |

---------------------------------------------------------------------------

| 39 | ccccc2 | 0 | 23 | Identifier |

---------------------------------------------------------------------------

| 39 | > | 0 | 33 | Greate |

---------------------------------------------------------------------------

| 39 | bbbbbb | 0 | 23 | Identifier |

---------------------------------------------------------------------------

| 39 | ) | 0 | 39 | RBraket |

---------------------------------------------------------------------------

| 40 | ccccc1 | 0 | 23 | Identifier |

---------------------------------------------------------------------------

| 40 | <- | 0 | 25 | Assign |

---------------------------------------------------------------------------

| 40 | ccccc1 | 0 | 23 | Identifier |

---------------------------------------------------------------------------

| 40 | ++ | 0 | 26 | Add |

---------------------------------------------------------------------------

| 40 | 1 | 1 | 24 | Number |

---------------------------------------------------------------------------

| 40 | ; | 0 | 40 | Semicolon |

---------------------------------------------------------------------------

| 41 | Stop | 0 | 6 | EndProgram |

---------------------------------------------------------------------------

| 42 | Until | 0 | 22 | Until |

---------------------------------------------------------------------------

| 42 | ! | 0 | 35 | Not |

---------------------------------------------------------------------------

| 42 | ( | 0 | 38 | LBraket |

---------------------------------------------------------------------------

| 42 | ccccc1 | 0 | 23 | Identifier |

---------------------------------------------------------------------------

| 42 | > | 0 | 33 | Greate |

---------------------------------------------------------------------------

| 42 | aaaaaa | 0 | 23 | Identifier |

---------------------------------------------------------------------------

| 42 | ) | 0 | 39 | RBraket |

---------------------------------------------------------------------------

| 43 | Write | 0 | 8 | Output |

---------------------------------------------------------------------------

| 43 | xxxxxx | 0 | 23 | Identifier |

---------------------------------------------------------------------------

| 43 | ; | 0 | 40 | Semicolon |

---------------------------------------------------------------------------

| 45 | Stop | 0 | 6 | EndProgram |

---------------------------------------------------------------------------

**Додаток Б (Абстрактне синтаксичне дерево для тестових прикладів)**

Тестова програма «Лінійний алгоритм»

|-- program

| |-- var

| | |-- yyyyyy

| | |-- var

| | | |-- xxxxxx

| | | |-- var

| | | | |-- bbbbbb

| | | | |-- var

| | | | | |-- aaaaaa

| |-- statement

| | |-- statement

| | | |-- statement

| | | | |-- statement

| | | | | |-- statement

| | | | | | |-- statement

| | | | | | | |-- statement

| | | | | | | | |-- statement

| | | | | | | | | |-- statement

| | | | | | | | | | |-- statement

| | | | | | | | | | | |-- input

| | | | | | | | | | | | |-- aaaaaa

| | | | | | | | | | | |-- input

| | | | | | | | | | | | |-- bbbbbb

| | | | | | | | | | |-- output

| | | | | | | | | | | |-- +

| | | | | | | | | | | | |-- aaaaaa

| | | | | | | | | | | | |-- bbbbbb

| | | | | | | | | |-- output

| | | | | | | | | | |-- -

| | | | | | | | | | | |-- aaaaaa

| | | | | | | | | | | |-- bbbbbb

| | | | | | | | |-- output

| | | | | | | | | |-- \*

| | | | | | | | | | |-- aaaaaa

| | | | | | | | | | |-- bbbbbb

| | | | | | | |-- output

| | | | | | | | |-- /

| | | | | | | | | |-- aaaaaa

| | | | | | | | | |-- bbbbbb

| | | | | | |-- output

| | | | | | | |-- %

| | | | | | | | |-- aaaaaa

| | | | | | | | |-- bbbbbb

| | | | | |-- <==

| | | | | | |-- xxxxxx

| | | | | | |-- +

| | | | | | | |-- \*

| | | | | | | | |-- -

| | | | | | | | | |-- aaaaaa

| | | | | | | | | |-- bbbbbb

| | | | | | | | |-- 10

| | | | | | | |-- /

| | | | | | | | |-- +

| | | | | | | | | |-- aaaaaa

| | | | | | | | | |-- bbbbbb

| | | | | | | | |-- 10

| | | | |-- <==

| | | | | |-- yyyyyy

| | | | | |-- +

| | | | | | |-- xxxxxx

| | | | | | |-- %

| | | | | | | |-- xxxxxx

| | | | | | | |-- 10

| | | |-- output

| | | | |-- xxxxxx

| | |-- output

| | | |-- yyyyyy

Тестова програма «Алгоритм з розгалуженням»

|-- program

| |-- var

| | |-- cccccc

| | |-- var

| | | |-- bbbbbb

| | | |-- var

| | | | |-- aaaaaa

| |-- statement

| | |-- statement

| | | |-- statement

| | | | |-- statement

| | | | | |-- statement

| | | | | | |-- statement

| | | | | | | |-- statement

| | | | | | | | |-- statement

| | | | | | | | | |-- input

| | | | | | | | | | |-- aaaaaa

| | | | | | | | | |-- input

| | | | | | | | | | |-- bbbbbb

| | | | | | | | |-- input

| | | | | | | | | |-- cccccc

| | | | | | | |-- if

| | | | | | | | |-- >

| | | | | | | | | |-- aaaaaa

| | | | | | | | | |-- bbbbbb

| | | | | | | | |-- branches

| | | | | | | | | |-- compound

| | | | | | | | | | |-- if

| | | | | | | | | | | |-- >

| | | | | | | | | | | | |-- aaaaaa

| | | | | | | | | | | | |-- cccccc

| | | | | | | | | | | |-- branches

| | | | | | | | | | | | |-- compound

| | | | | | | | | | | | | |-- goto

| | | | | | | | | | | | | | |-- Abigger

| | | | | | | | | | | | |-- compound

| | | | | | | | | | | | | |-- statement

| | | | | | | | | | | | | | |-- statement

| | | | | | | | | | | | | | | |-- statement

| | | | | | | | | | | | | | | | |-- statement

| | | | | | | | | | | | | | | | | |-- output

| | | | | | | | | | | | | | | | | | |-- cccccc

| | | | | | | | | | | | | | | | | |-- goto

| | | | | | | | | | | | | | | | | | |-- Outofif

| | | | | | | | | | | | | | | | |-- Abigger

| | | | | | | | | | | | | | | |-- output

| | | | | | | | | | | | | | | | |-- aaaaaa

| | | | | | | | | | | | | | |-- goto

| | | | | | | | | | | | | | | |-- Outofif

| | | | | | |-- if

| | | | | | | |-- <

| | | | | | | | |-- bbbbbb

| | | | | | | | |-- cccccc

| | | | | | | |-- branches

| | | | | | | | |-- compound

| | | | | | | | | |-- output

| | | | | | | | | | |-- cccccc

| | | | | | | | |-- compound

| | | | | | | | | |-- output

| | | | | | | | | | |-- bbbbbb

| | | | | |-- Outofif

| | | | |-- if

| | | | | |-- &

| | | | | | |-- &

| | | | | | | |-- ==

| | | | | | | | |-- aaaaaa

| | | | | | | | |-- bbbbbb

| | | | | | | |-- ==

| | | | | | | | |-- aaaaaa

| | | | | | | | |-- cccccc

| | | | | | |-- ==

| | | | | | | |-- bbbbbb

| | | | | | | |-- cccccc

| | | | | |-- branches

| | | | | | |-- compound

| | | | | | | |-- output

| | | | | | | | |-- 1

| | | | | | |-- compound

| | | | | | | |-- output

| | | | | | | | |-- 0

| | | |-- if

| | | | |-- |

| | | | | |-- |

| | | | | | |-- <

| | | | | | | |-- aaaaaa

| | | | | | | |-- 0

| | | | | | |-- <

| | | | | | | |-- bbbbbb

| | | | | | | |-- 0

| | | | | |-- <

| | | | | | |-- cccccc

| | | | | | |-- 0

| | | | |-- branches

| | | | | |-- compound

| | | | | | |-- output

| | | | | | | |-- -

| | | | | | | | |-- 0

| | | | | | | | |-- 1

| | | | | |-- compound

| | | | | | |-- output

| | | | | | | |-- 0

| | |-- if

| | | |-- !

| | | | |-- <

| | | | | |-- aaaaaa

| | | | | |-- +

| | | | | | |-- bbbbbb

| | | | | | |-- cccccc

| | | |-- branches

| | | | |-- compound

| | | | | |-- output

| | | | | | |-- 10

| | | | |-- compound

| | | | | |-- output

| | | | | | |-- 0

Тестова програма «Циклічний алгоритм»

**|-- program**

**| |-- var**

**| | |-- ccccc2**

**| | |-- var**

**| | | |-- ccccc1**

**| | | |-- var**

**| | | | |-- xxxxxx**

**| | | | |-- var**

**| | | | | |-- bbbbbb**

**| | | | | |-- var**

**| | | | | | |-- aaaaa2**

**| | | | | | |-- var**

**| | | | | | | |-- aaaaaa**

**| |-- statement**

**| | |-- statement**

**| | | |-- statement**

**| | | | |-- statement**

**| | | | | |-- statement**

**| | | | | | |-- statement**

**| | | | | | | |-- statement**

**| | | | | | | | |-- statement**

**| | | | | | | | | |-- statement**

**| | | | | | | | | | |-- statement**

**| | | | | | | | | | | |-- statement**

**| | | | | | | | | | | | |-- input**

**| | | | | | | | | | | | | |-- aaaaaa**

**| | | | | | | | | | | | |-- input**

**| | | | | | | | | | | | | |-- bbbbbb**

**| | | | | | | | | | | |-- for-to**

**| | | | | | | | | | | | |-- <==**

**| | | | | | | | | | | | | |-- aaaaa2**

**| | | | | | | | | | | | | |-- aaaaaa**

**| | | | | | | | | | | | |-- body**

**| | | | | | | | | | | | | |-- bbbbbb**

**| | | | | | | | | | | | | |-- output**

**| | | | | | | | | | | | | | |-- \***

**| | | | | | | | | | | | | | | |-- aaaaa2**

**| | | | | | | | | | | | | | | |-- aaaaa2**

**| | | | | | | | | | |-- for-to**

**| | | | | | | | | | | |-- <==**

**| | | | | | | | | | | | |-- aaaaa2**

**| | | | | | | | | | | | |-- bbbbbb**

**| | | | | | | | | | | |-- body**

**| | | | | | | | | | | | |-- aaaaaa**

**| | | | | | | | | | | | |-- output**

**| | | | | | | | | | | | | |-- \***

**| | | | | | | | | | | | | | |-- aaaaa2**

**| | | | | | | | | | | | | | |-- aaaaa2**

**| | | | | | | | | |-- <==**

**| | | | | | | | | | |-- xxxxxx**

**| | | | | | | | | | |-- 0**

**| | | | | | | | |-- <==**

**| | | | | | | | | |-- ccccc1**

**| | | | | | | | | |-- 0**

**| | | | | | | |-- while**

**| | | | | | | | |-- <**

**| | | | | | | | | |-- ccccc1**

**| | | | | | | | | |-- aaaaaa**

**| | | | | | | | |-- statement**

**| | | | | | | | | |-- compound**

**| | | | | | | | | | |-- statement**

**| | | | | | | | | | | |-- statement**

**| | | | | | | | | | | | |-- <==**

**| | | | | | | | | | | | | |-- ccccc2**

**| | | | | | | | | | | | | |-- 0**

**| | | | | | | | | | | | |-- while**

**| | | | | | | | | | | | | |-- <**

**| | | | | | | | | | | | | | |-- ccccc2**

**| | | | | | | | | | | | | | |-- bbbbbb**

**| | | | | | | | | | | | | |-- statement**

**| | | | | | | | | | | | | | |-- compound**

**| | | | | | | | | | | | | | | |-- statement**

**| | | | | | | | | | | | | | | | |-- <==**

**| | | | | | | | | | | | | | | | | |-- xxxxxx**

**| | | | | | | | | | | | | | | | | |-- +**

**| | | | | | | | | | | | | | | | | | |-- xxxxxx**

**| | | | | | | | | | | | | | | | | | |-- 1**

**| | | | | | | | | | | | | | | | |-- <==**

**| | | | | | | | | | | | | | | | | |-- ccccc2**

**| | | | | | | | | | | | | | | | | |-- +**

**| | | | | | | | | | | | | | | | | | |-- ccccc2**

**| | | | | | | | | | | | | | | | | | |-- 1**

**| | | | | | | | | | | |-- <==**

**| | | | | | | | | | | | |-- ccccc1**

**| | | | | | | | | | | | |-- +**

**| | | | | | | | | | | | | |-- ccccc1**

**| | | | | | | | | | | | | |-- 1**

**| | | | | | |-- output**

**| | | | | | | |-- xxxxxx**

**| | | | | |-- <==**

**| | | | | | |-- xxxxxx**

**| | | | | | |-- 0**

**| | | | |-- <==**

**| | | | | |-- ccccc1**

**| | | | | |-- 1**

**| | | |-- repeat-until**

**| | | | |-- body**

**| | | | | |-- compound**

**| | | | | | |-- statement**

**| | | | | | | |-- statement**

**| | | | | | | | |-- <==**

**| | | | | | | | | |-- ccccc2**

**| | | | | | | | | |-- 1**

**| | | | | | | | |-- repeat-until**

**| | | | | | | | | |-- body**

**| | | | | | | | | | |-- compound**

**| | | | | | | | | | | |-- statement**

**| | | | | | | | | | | | |-- <==**

**| | | | | | | | | | | | | |-- xxxxxx**

**| | | | | | | | | | | | | |-- +**

**| | | | | | | | | | | | | | |-- xxxxxx**

**| | | | | | | | | | | | | | |-- 1**

**| | | | | | | | | | | | |-- <==**

**| | | | | | | | | | | | | |-- ccccc2**

**| | | | | | | | | | | | | |-- +**

**| | | | | | | | | | | | | | |-- ccccc2**

**| | | | | | | | | | | | | | |-- 1**

**| | | | | | | | | |-- !**

**| | | | | | | | | | |-- >**

**| | | | | | | | | | | |-- ccccc2**

**| | | | | | | | | | | |-- bbbbbb**

**| | | | | | | |-- <==**

**| | | | | | | | |-- ccccc1**

**| | | | | | | | |-- +**

**| | | | | | | | | |-- ccccc1**

**| | | | | | | | | |-- 1**

**| | | | |-- !**

**| | | | | |-- >**

**| | | | | | |-- ccccc1**

**| | | | | | |-- aaaaaa**

**| | |-- output**

**| | | |-- xxxxxx**

**Додаток В (Код на мові C)**

**Prog1.c**

#include <stdio.h>

#include <stdlib.h>

#include <stdint.h>

int main()

{

int16\_t aaaaaa, bbbbbb, xxxxxx, yyyyyy;

printf("Enter aaaaaa:");

scanf("%hd", &aaaaaa);

printf("Enter bbbbbb:");

scanf("%hd", &bbbbbb);

printf("%d\n", aaaaaa + bbbbbb);

printf("%d\n", aaaaaa - bbbbbb);

printf("%d\n", aaaaaa \* bbbbbb);

printf("%d\n", aaaaaa / bbbbbb);

printf("%d\n", aaaaaa % bbbbbb);

xxxxxx = (aaaaaa - bbbbbb) \* 10 + (aaaaaa + bbbbbb) / 10;

yyyyyy = xxxxxx + (xxxxxx % 10);

printf("%d\n", xxxxxx);

printf("%d\n", yyyyyy);

system("pause");

return 0;

}

**Prog2.c**

#include <stdio.h>

#include <stdlib.h>

#include <stdint.h>

int main()

{

int16\_t aaaaaa, bbbbbb, cccccc;

printf("Enter aaaaaa:");

scanf("%hd", &aaaaaa);

printf("Enter bbbbbb:");

scanf("%hd", &bbbbbb);

printf("Enter cccccc:");

scanf("%hd", &cccccc);

if ((aaaaaa > bbbbbb))

{

if ((aaaaaa > cccccc))

{

goto Abigger;

}

else

{

printf("%d\n", cccccc);

goto Outofif;

Abigger:

printf("%d\n", aaaaaa);

goto Outofif;

}

}

if ((bbbbbb < cccccc))

{

printf("%d\n", cccccc);

}

else

{

printf("%d\n", bbbbbb);

}

Outofif:

if (((aaaaaa == bbbbbb) && (aaaaaa == cccccc) && (bbbbbb == cccccc)))

{

printf("%d\n", 1);

}

else

{

printf("%d\n", 0);

}

if (((aaaaaa < 0) || (bbbbbb < 0) || (cccccc < 0)))

{

printf("%d\n", -1);

}

else

{

printf("%d\n", 0);

}

if ((!(aaaaaa < (bbbbbb + cccccc))))

{

printf("%d\n", (10));

}

else

{

printf("%d\n", (0));

}

system("pause");

return 0;

}

**Prog3.c**

#include <stdio.h>

#include <stdlib.h>

#include <stdint.h>

int main()

{

int16\_t aaaaaa, aaaaa2, bbbbbb, xxxxxx, ccccc1, ccccc2;

printf("Enter aaaaaa:");

scanf("%hd", &aaaaaa);

printf("Enter bbbbbb:");

scanf("%hd", &bbbbbb);

for (int16\_t aaaaa2 = aaaaaa; aaaaa2 <= bbbbbb; aaaaa2++)

printf("%d\n", aaaaa2 \* aaaaa2);

for (int16\_t aaaaa2 = bbbbbb; aaaaa2 <= aaaaaa; aaaaa2++)

printf("%d\n", aaaaa2 \* aaaaa2);

xxxxxx = 0;

ccccc1 = 0;

while (ccccc1 < aaaaaa)

{

{

ccccc2 = 0;

while (ccccc2 < bbbbbb)

{

{

xxxxxx = xxxxxx + 1;

ccccc2 = ccccc2 + 1;

}

}

ccccc1 = ccccc1 + 1;

}

}

printf("%d\n", xxxxxx);

xxxxxx = 0;

ccccc1 = 1;

do

{

ccccc2 = 1;

do

{

xxxxxx = xxxxxx + 1;

ccccc2 = ccccc2 + 1;

}

while (!(ccccc2 > bbbbbb));

ccccc1 = ccccc1 + 1;

}

while (!(ccccc1 > aaaaaa));

printf("%d\n", xxxxxx);

system("pause");

return 0;

}

**Додаток Г (Лістинг програми)**

**translator.h**

#pragma once

#define MAX\_TOKENS 1000

#define MAX\_IDENTIFIER 10

// перерахування, яке описує всі можливі типи лексем

enum TypeOfTokens

{

BackPogram,

Mainprogram,

ProgramName,

StartProgram,

Variable,

Type,

EndProgram,

Input,

Output,

If,

Else,

Goto,

Label,

For,

To,

DownTo,

Do,

While,

Exit,

Continue,

End,

Repeat,

Until,

Identifier,

Number,

Assign,

Add,

Sub,

Mul,

Div,

Mod,

Equality,

NotEquality,

Greate,

Less,

Not,

And,

Or,

LBraket,

RBraket,

Semicolon,

Colon,

Comma,

Minus,

Unknown

};

// структура для зберігання інформації про лексему

struct Token

{

char name[16]; // ім'я лексеми

int value; // значення лексеми (для цілих констант)

int line; // номер рядка

TypeOfTokens type; // тип лексеми

};

// структура для зберігання інформації про ідентифікатор

struct Id

{

char name[16];

};

// перерахування, яке описує стани лексичного аналізатора

enum States

{

Start, // початок виділення чергової лексеми

Finish, // кінець виділення чергової лексеми

Letter, // опрацювання слів (ключові слова і ідентифікатори)

Digit, // опрацювання цифри

Separators, // видалення пробілів, символів табуляції і переходу на новий рядок

Another, // опрацювання інших символів

EndOfFile, // кінець файлу

SComment, // початок коментаря

Comment // видалення коментаря

};

// перерахування, яке описує всі можливі вузли абстрактного синтаксичного дерева

enum TypeOfNodes

{

program\_node,

var\_node,

input\_node,

output\_node,

if\_node,

then\_node,

goto\_node,

label\_node,

for\_to\_node,

for\_downto\_node,

while\_node,

exit\_while\_node,

continue\_while\_node,

repeat\_until\_node,

id\_node,

num\_node,

assign\_node,

add\_node,

sub\_node,

mul\_node,

div\_node,

mod\_node,

or\_node,

and\_node,

not\_node,

cmp\_node,

statement\_node,

compount\_node

};

// структура, яка описує вузол абстрактного синтаксичного дерева (AST)

struct ASTNode

{

TypeOfNodes nodetype; // Тип вузла

char name[16]; // Ім'я вузла

struct ASTNode\* left; // Лівий нащадок

struct ASTNode\* right; // Правий нащадок

};

// функція отримує лексеми з вхідного файлу F і записує їх у таблицю лексем TokenTable

// результат функції - кількість лексем

unsigned int GetTokens(FILE\* F, Token TokenTable[], FILE\* errFile);

// функція друкує таблицю лексем на екран

void PrintTokens(Token TokenTable[], unsigned int TokensNum);

// функція друкує таблицю лексем у файл

void PrintTokensToFile(char\* FileName, Token TokenTable[], unsigned int TokensNum);

// синтаксичний аналіз методом рекурсивного спуску

// вхідні дані - глобальна таблиця лексем TokenTable

void Parser(FILE\* errFile);

// функція синтаксичного аналізу і створення абстрактного синтаксичного дерева

ASTNode\* ParserAST();

// функція знищення дерева

void destroyTree(ASTNode\* root);

// функція для друку AST у вигляді дерева на екран

void PrintAST(ASTNode\* node, int level);

// функція для друку AST у вигляді дерева у файл

void PrintASTToFile(ASTNode\* node, int level, FILE\* outFile);

// Рекурсивна функція для генерації коду з AST

void generateCodefromAST(ASTNode\* node, FILE\* output);

// функція для генерації коду

void generateCCode(FILE\* outFile);

void compile\_to\_exe(const char\* source\_file, const char\* output\_file);

**ast.cpp**

#define \_CRT\_SECURE\_NO\_WARNINGS

#include <stdio.h>

#include <stdlib.h>

#include <string.h>

#include "translator.h"

#include <iostream>

// таблиця лексем

extern Token\* TokenTable;

// кількість лексем

extern unsigned int TokensNum;

static int pos = 0;

// функція створення вузла AST

ASTNode\* createNode(TypeOfNodes type, const char\* name, ASTNode\* left, ASTNode\* right)

{

ASTNode\* node = (ASTNode\*)malloc(sizeof(ASTNode));

node->nodetype = type;

strcpy\_s(node->name, name);

node->left = left;

node->right = right;

return node;

}

// функція знищення дерева

void destroyTree(ASTNode\* root)

{

if (root == NULL)

return;

// Рекурсивно знищуємо ліве і праве піддерево

destroyTree(root->left);

destroyTree(root->right);

// Звільняємо пам'ять для поточного вузла

free(root);

}

// набір функцій для рекурсивного спуску

// на кожне правило - окрема функція

ASTNode\* program();

ASTNode\* variable\_declaration();

ASTNode\* variable\_list();

ASTNode\* program\_body();

ASTNode\* statement();

ASTNode\* assignment();

ASTNode\* arithmetic\_expression();

ASTNode\* term();

ASTNode\* factor();

ASTNode\* input();

ASTNode\* output();

ASTNode\* conditional();

ASTNode\* goto\_statement();

ASTNode\* label\_statement();

ASTNode\* for\_to\_do();

ASTNode\* for\_downto\_do();

ASTNode\* while\_statement();

ASTNode\* repeat\_until();

ASTNode\* logical\_expression();

ASTNode\* and\_expression();

ASTNode\* comparison();

ASTNode\* compound\_statement();

// функція синтаксичного аналізу і створення абстрактного синтаксичного дерева

ASTNode\* ParserAST()

{

ASTNode\* tree = program();

printf("\nParsing completed. AST created.\n");

return tree;

}

static void match(TypeOfTokens expectedType)

{

if (TokenTable[pos].type == expectedType)

pos++;

else

{

printf("\nSyntax error in line %d: Expected another type of lexeme.\n", TokenTable[pos].line);

std::cout << "AST Type: " << TokenTable[pos].type << std::endl;

std::cout << "AST Expected type:" << expectedType << std::endl;

exit(10);

}

}

// <програма> = 'start' 'var' <оголошення змінних> ';' <тіло програми> 'stop'

ASTNode\* program()

{

match(BackPogram);

match(Mainprogram);

match(ProgramName);

match(Variable);

ASTNode\* declarations = variable\_declaration();

match(Semicolon);

match(StartProgram);

ASTNode\* body = program\_body();

match(EndProgram);

return createNode(program\_node, "program", declarations, body);

}

// <оголошення змінних> = [<тип даних> <список змінних>]

ASTNode\* variable\_declaration()

{

if (TokenTable[pos].type == Type)

{

pos++;

return variable\_list();

}

return NULL;

}

// <список змінних> = <ідентифікатор> { ',' <ідентифікатор> }

ASTNode\* variable\_list()

{

match(Identifier);

ASTNode\* id = createNode(id\_node, TokenTable[pos - 1].name, NULL, NULL);

ASTNode\* list = list = createNode(var\_node, "var", id, NULL);

while (TokenTable[pos].type == Comma)

{

match(Comma);

match(Identifier);

id = createNode(id\_node, TokenTable[pos - 1].name, NULL, NULL);

list = createNode(var\_node, "var", id, list);

}

return list;

}

// <тіло програми> = <оператор> ';' { <оператор> ';' }

ASTNode\* program\_body()

{

ASTNode\* stmt = statement();

//match(Semicolon);

ASTNode\* body = stmt;

while (TokenTable[pos].type != EndProgram)

{

ASTNode\* nextStmt = statement();

body = createNode(statement\_node, "statement", body, nextStmt);

}

return body;

}

// <оператор> = <присвоєння> | <ввід> | <вивід> | <умовний оператор> | <складений оператор>

ASTNode\* statement()

{

switch (TokenTable[pos].type)

{

case Input: return input();

case Output: return output();

case If: return conditional();

case StartProgram: return compound\_statement();

case Goto: return goto\_statement();

case Label: return label\_statement();

case For:

{

int temp\_pos = pos + 1;

while (TokenTable[temp\_pos].type != To && TokenTable[temp\_pos].type != DownTo && temp\_pos < TokensNum)

{

temp\_pos++;

}

if (TokenTable[temp\_pos].type == To)

{

return for\_to\_do();

}

else if (TokenTable[temp\_pos].type == DownTo)

{

return for\_downto\_do();

}

else

{

printf("Error: Expected 'To' or 'DownTo' after 'For'\n");

exit(1);

}

}

case While: return while\_statement();

case Exit:

match(Exit);

match(While);

return createNode(exit\_while\_node, "exit-while", NULL, NULL);

case Continue:

match(Continue);

match(While);

return createNode(continue\_while\_node, "continue-while", NULL, NULL);

case Repeat: return repeat\_until();

default: return assignment();

}

}

// <присвоєння> = <ідентифікатор> ':=' <арифметичний вираз>

ASTNode\* assignment()

{

ASTNode\* id = createNode(id\_node, TokenTable[pos].name, NULL, NULL);

match(Identifier);

match(Assign);

ASTNode\* expr = arithmetic\_expression();

match(Semicolon);

return createNode(assign\_node, "<==", id, expr);

}

// <арифметичний вираз> = <доданок> { ('+' | '-') <доданок> }

ASTNode\* arithmetic\_expression()

{

ASTNode\* left = term();

while (TokenTable[pos].type == Add || TokenTable[pos].type == Sub)

{

TypeOfTokens op = TokenTable[pos].type;

match(op);

ASTNode\* right = term();

if (op == Add)

left = createNode(add\_node, "+", left, right);

else

left = createNode(sub\_node, "-", left, right);

}

return left;

}

// <доданок> = <множник> { ('\*' | '/') <множник> }

ASTNode\* term()

{

ASTNode\* left = factor();

while (TokenTable[pos].type == Mul || TokenTable[pos].type == Div || TokenTable[pos].type == Mod)

{

TypeOfTokens op = TokenTable[pos].type;

match(op);

ASTNode\* right = factor();

if (op == Mul)

left = createNode(mul\_node, "\*", left, right);

if (op == Div)

left = createNode(div\_node, "/", left, right);

if (op == Mod)

left = createNode(mod\_node, "%", left, right);

}

return left;

}

// <множник> = <ідентифікатор> | <число> | '(' <арифметичний вираз> ')'

ASTNode\* factor()

{

if (TokenTable[pos].type == Identifier)

{

ASTNode\* id = createNode(id\_node, TokenTable[pos].name, NULL, NULL);

match(Identifier);

return id;

}

else

if (TokenTable[pos].type == Number)

{

ASTNode\* num = createNode(num\_node, TokenTable[pos].name, NULL, NULL);

match(Number);

return num;

}

else

if (TokenTable[pos].type == LBraket)

{

match(LBraket);

ASTNode\* expr = arithmetic\_expression();

match(RBraket);

return expr;

}

else

{

printf("\nSyntax error in line %d: A multiplier was expected.\n", TokenTable[pos].line);

exit(11);

}

}

// <ввід> = 'input' <ідентифікатор>

ASTNode\* input()

{

match(Input);

ASTNode\* id = createNode(id\_node, TokenTable[pos].name, NULL, NULL);

match(Identifier);

match(Semicolon);

return createNode(input\_node, "input", id, NULL);

}

// <вивід> = 'output' <ідентифікатор>

ASTNode\* output()

{

match(Output); // Match the "Output" token

ASTNode\* expr = NULL;

// Check for a negative number

if (TokenTable[pos].type == Minus && TokenTable[pos + 1].type == Number)

{

pos++; // Skip the 'Sub' token

expr = createNode(sub\_node, "-", createNode(num\_node, "0", NULL, NULL),

createNode(num\_node, TokenTable[pos].name, NULL, NULL));

match(Number); // Match the number token

}

else

{

// Parse the arithmetic expression

expr = arithmetic\_expression();

}

match(Semicolon); // Ensure the statement ends with a semicolon

// Create the output node with the parsed expression as its left child

return createNode(output\_node, "output", expr, NULL);

}

// <умовний оператор> = 'if' <логічний вираз> <оператор> [ 'else' <оператор> ]

ASTNode\* conditional()

{

match(If);

ASTNode\* condition = logical\_expression();

ASTNode\* ifBranch = statement();

ASTNode\* elseBranch = NULL;

if (TokenTable[pos].type == Else)

{

match(Else);

elseBranch = statement();

}

return createNode(if\_node, "if", condition, createNode(statement\_node, "branches", ifBranch, elseBranch));

}

ASTNode\* goto\_statement()

{

match(Goto);

if (TokenTable[pos].type == Identifier)

{

ASTNode\* label = createNode(label\_node, TokenTable[pos].name, NULL, NULL);

match(Identifier);

match(Semicolon);

return createNode(goto\_node, "goto", label, NULL);

}

else

{

printf("Syntax error: Expected a label after 'goto' at line %d.\n", TokenTable[pos].line);

exit(1);

}

}

ASTNode\* label\_statement()

{

match(Label);

ASTNode\* label = createNode(label\_node, TokenTable[pos - 1].name, NULL, NULL);

return label;

}

ASTNode\* for\_to\_do()

{

match(For);

if (TokenTable[pos].type != Identifier)

{

printf("Syntax error: Expected variable name after 'for' at line %d.\n", TokenTable[pos].line);

exit(1);

}

ASTNode\* var = createNode(id\_node, TokenTable[pos].name, NULL, NULL);

match(Identifier);

match(Assign);

ASTNode\* start = arithmetic\_expression();

match(To);

ASTNode\* end = arithmetic\_expression();

match(Do);

ASTNode\* body = statement();

// Повертаємо вузол циклу for-to

return createNode(for\_to\_node, "for-to",

createNode(assign\_node, "<==", var, start),

createNode(statement\_node, "body", end, body));

}

ASTNode\* for\_downto\_do()

{

// Очікуємо "for"

match(For);

// Очікуємо ідентифікатор змінної циклу

if (TokenTable[pos].type != Identifier)

{

printf("Syntax error: Expected variable name after 'for' at line %d.\n", TokenTable[pos].line);

exit(1);

}

ASTNode\* var = createNode(id\_node, TokenTable[pos].name, NULL, NULL);

match(Identifier);

match(Assign);

ASTNode\* start = arithmetic\_expression();

match(DownTo);

ASTNode\* end = arithmetic\_expression();

match(Do);

ASTNode\* body = statement();

// Повертаємо вузол циклу for-to

return createNode(for\_downto\_node, "for-downto",

createNode(assign\_node, "<==", var, start),

createNode(statement\_node, "body", end, body));

}

ASTNode\* while\_statement()

{

match(While);

ASTNode\* condition = logical\_expression();

// Parse the body of the While loop

ASTNode\* body = NULL;

while (1) // Process until "End While"

{

if (TokenTable[pos].type == End)

{

match(End);

match(While);

break; // End of the While loop

}

else

{

// Delegate to the `statement` function

ASTNode\* stmt = statement();

body = createNode(statement\_node, "statement", body, stmt);

}

}

return createNode(while\_node, "while", condition, body);

}

// Updated variable validation logic

ASTNode\* validate\_identifier()

{

const char\* identifierName = TokenTable[pos].name;

// Check if the identifier was declared

bool declared = false;

for (unsigned int i = 0; i < TokensNum; i++)

{

if (TokenTable[i].type == Variable && !strcmp(TokenTable[i].name, identifierName))

{

declared = true;

break;

}

}

if (!declared && (pos == 0 || TokenTable[pos - 1].type != Goto))

{

printf("Syntax error: Undeclared identifier '%s' at line %d.\n", identifierName, TokenTable[pos].line);

exit(1);

}

match(Identifier);

return createNode(id\_node, identifierName, NULL, NULL);

}

ASTNode\* repeat\_until()

{

match(Repeat);

ASTNode\* body = NULL;

ASTNode\* stmt = statement();

body = createNode(statement\_node, "body", body, stmt);

//pos++;

match(Until);

ASTNode\* condition = logical\_expression();

return createNode(repeat\_until\_node, "repeat-until", body, condition);

}

// <логічний вираз> = <вираз І> { '|' <вираз І> }

ASTNode\* logical\_expression()

{

ASTNode\* left = and\_expression();

while (TokenTable[pos].type == Or)

{

match(Or);

ASTNode\* right = and\_expression();

left = createNode(or\_node, "|", left, right);

}

return left;

}

// <вираз І> = <порівняння> { '&' <порівняння> }

ASTNode\* and\_expression()

{

ASTNode\* left = comparison();

while (TokenTable[pos].type == And)

{

match(And);

ASTNode\* right = comparison();

left = createNode(and\_node, "&", left, right);

}

return left;

}

// <порівняння> = <операція порівняння> | ‘!‘ ‘(‘ <логічний вираз> ‘)‘ | ‘(‘ <логічний вираз> ‘)‘

// <операція порівняння> = <арифметичний вираз> <менше-більше> <арифметичний вираз>

// <менше-більше> = ‘>‘ | ‘<‘ | ‘=‘ | ‘<>‘

ASTNode\* comparison()

{

if (TokenTable[pos].type == Not)

{

// Варіант: ! (<логічний вираз>)

match(Not);

match(LBraket);

ASTNode\* expr = logical\_expression();

match(RBraket);

return createNode(not\_node, "!", expr, NULL);

}

else

if (TokenTable[pos].type == LBraket)

{

// Варіант: ( <логічний вираз> )

match(LBraket);

ASTNode\* expr = logical\_expression();

match(RBraket);

return expr; // Повертаємо вираз у дужках як піддерево

}

else

{

// Варіант: <арифметичний вираз> <менше-більше> <арифметичний вираз>

ASTNode\* left = arithmetic\_expression();

if (TokenTable[pos].type == Greate || TokenTable[pos].type == Less ||

TokenTable[pos].type == Equality || TokenTable[pos].type == NotEquality)

{

TypeOfTokens op = TokenTable[pos].type;

char operatorName[16];

strcpy\_s(operatorName, TokenTable[pos].name);

match(op);

ASTNode\* right = arithmetic\_expression();

return createNode(cmp\_node, operatorName, left, right);

}

else

{

printf("\nSyntax error: A comparison operation is expected.\n");

exit(12);

}

}

}

// <складений оператор> = 'start' <тіло програми> 'stop'

ASTNode\* compound\_statement()

{

match(StartProgram);

ASTNode\* body = program\_body();

match(EndProgram);

return createNode(compount\_node, "compound", body, NULL);

}

// функція для друку AST у вигляді дерева на екран

void PrintAST(ASTNode\* node, int level)

{

if (node == NULL)

return;

// Відступи для позначення рівня вузла

for (int i = 0; i < level; i++)

printf("| ");

// Виводимо інформацію про вузол

printf("|-- %s", node->name);

printf("\n");

// Рекурсивний друк лівого та правого піддерева

if (node->left || node->right)

{

PrintAST(node->left, level + 1);

PrintAST(node->right, level + 1);

}

}

// функція для друку AST у вигляді дерева у файл

void PrintASTToFile(ASTNode\* node, int level, FILE\* outFile)

{

if (node == NULL)

return;

// Відступи для позначення рівня вузла

for (int i = 0; i < level; i++)

fprintf(outFile, "| ");

// Виводимо інформацію про вузол

fprintf(outFile, "|-- %s", node->name);

fprintf(outFile, "\n");

// Рекурсивний друк лівого та правого піддерева

if (node->left || node->right)

{

PrintASTToFile(node->left, level + 1, outFile);

PrintASTToFile(node->right, level + 1, outFile);

}

}

**codegen.cpp**

#include <stdio.h>

#include <string.h>

#include <stdlib.h>

#include "translator.h"

// таблиця лексем

extern Token\* TokenTable;

// кількість лексем

extern unsigned int TokensNum;

// таблиця ідентифікаторів

extern Id\* IdTable;

// кількість ідентифікаторів

extern unsigned int IdNum;

static int pos = 2;

// набір функцій для рекурсивного спуску

// на кожне правило - окрема функція

void gen\_variable\_declaration(FILE\* outFile);

void gen\_variable\_list(FILE\* outFile);

void gen\_program\_body(FILE\* outFile);

void gen\_statement(FILE\* outFile);

void gen\_assignment(FILE\* outFile);

void gen\_arithmetic\_expression(FILE\* outFile);

void gen\_term(FILE\* outFile);

void gen\_factor(FILE\* outFile);

void gen\_input(FILE\* outFile);

void gen\_output(FILE\* outFile);

void gen\_conditional(FILE\* outFile);

void gen\_goto\_statement(FILE\* outFile);

void gen\_label\_statement(FILE\* outFile);

void gen\_for\_to\_do(FILE\* outFile);

void gen\_for\_downto\_do(FILE\* outFile);

void gen\_while\_statement(FILE\* outFile);

void gen\_repeat\_until(FILE\* outFile);

void gen\_logical\_expression(FILE\* outFile);

void gen\_and\_expression(FILE\* outFile);

void gen\_comparison(FILE\* outFile);

void gen\_compound\_statement(FILE\* outFile);

void generateCCode(FILE\* outFile)

{

fprintf(outFile, "#include <stdio.h>\n");

fprintf(outFile, "#include <stdlib.h>\n");

fprintf(outFile, "#include <stdint.h>\n\n");

fprintf(outFile, "int main() \n{\n");

pos++;

gen\_variable\_declaration(outFile);

fprintf(outFile, ";\n");

pos++;

pos++;

gen\_program\_body(outFile);

fprintf(outFile, " system(\"pause\");\n ");

fprintf(outFile, " return 0;\n");

fprintf(outFile, "}\n");

}

// <оголошення змінних> = [<тип даних> <список змінних>]

void gen\_variable\_declaration(FILE\* outFile)

{

if (TokenTable[pos + 1].type == Type)

{

fprintf(outFile, " int16\_t ");

pos++;

pos++;

gen\_variable\_list(outFile);

}

}

// <список змінних> = <ідентифікатор> { ',' <ідентифікатор> }

void gen\_variable\_list(FILE\* outFile)

{

fprintf(outFile, TokenTable[pos++].name);

while (TokenTable[pos].type == Comma)

{

fprintf(outFile, ", ");

pos++;

fprintf(outFile, TokenTable[pos++].name);

}

}

// <тіло програми> = <оператор> ';' { <оператор> ';' }

void gen\_program\_body(FILE\* outFile)

{

while (pos < TokensNum && TokenTable[pos].type != EndProgram)

{

gen\_statement(outFile);

}

if (pos >= TokensNum || TokenTable[pos].type != EndProgram)

{

printf("Error: 'EndProgram' token not found or unexpected end of tokens.\n");

exit(1);

}

}

// <оператор> = <присвоїння> | <ввід> | <вивід> | <умовний оператор> | <складений оператор>

void gen\_statement(FILE\* outFile)

{

switch (TokenTable[pos].type)

{

case Input: gen\_input(outFile); break;

case Output: gen\_output(outFile); break;

case If: gen\_conditional(outFile); break;

case StartProgram: gen\_compound\_statement(outFile); break;

case Goto: gen\_goto\_statement(outFile); break;

case Label: gen\_label\_statement(outFile); break;

case For:

{

int temp\_pos = pos + 1;

while (TokenTable[temp\_pos].type != To && TokenTable[temp\_pos].type != DownTo && temp\_pos < TokensNum)

{

temp\_pos++;

}

if (TokenTable[temp\_pos].type == To)

{

gen\_for\_to\_do(outFile);

}

else if (TokenTable[temp\_pos].type == DownTo)

{

gen\_for\_downto\_do(outFile);

}

else

{

printf("Error: Expected 'To' or 'DownTo' after 'For'\n");

}

}

break;

case While: gen\_while\_statement(outFile); break;

case Exit:

fprintf(outFile, " break;\n");

pos += 2;

break;

case Continue:

fprintf(outFile, " continue;\n");

pos += 2;

break;

case Repeat: gen\_repeat\_until(outFile); break;

default: gen\_assignment(outFile);

}

}

// <присвоїння> = <ідентифікатор> ':=' <арифметичний вираз>

void gen\_assignment(FILE\* outFile)

{

fprintf(outFile, " ");

fprintf(outFile, TokenTable[pos++].name);

fprintf(outFile, " = ");

pos++;

gen\_arithmetic\_expression(outFile);

pos++;

fprintf(outFile, ";\n");

}

// <арифметичний вираз> = <доданок> { ('+' | '-') <доданок> }

void gen\_arithmetic\_expression(FILE\* outFile)

{

gen\_term(outFile);

while (TokenTable[pos].type == Add || TokenTable[pos].type == Sub)

{

if (TokenTable[pos].type == Add)

fprintf(outFile, " + ");

else

fprintf(outFile, " - ");

pos++;

gen\_term(outFile);

}

}

// <доданок> = <множник> { ('\*' | '/') <множник> }

void gen\_term(FILE\* outFile)

{

gen\_factor(outFile);

while (TokenTable[pos].type == Mul || TokenTable[pos].type == Div || TokenTable[pos].type == Mod)

{

if (TokenTable[pos].type == Mul)

fprintf(outFile, " \* ");

if (TokenTable[pos].type == Div)

fprintf(outFile, " / ");

if (TokenTable[pos].type == Mod)

fprintf(outFile, " %% ");

pos++;

gen\_factor(outFile);

}

}

// <множник> = <≥дентиф≥катор> | <число> | '(' <арифметичний вираз> ')'

void gen\_factor(FILE\* outFile)

{

if (TokenTable[pos].type == Identifier || TokenTable[pos].type == Number)

fprintf(outFile, TokenTable[pos++].name);

else

if (TokenTable[pos].type == LBraket)

{

fprintf(outFile, "(");

pos++;

gen\_arithmetic\_expression(outFile);

fprintf(outFile, ")");

pos++;

}

}

// <вв≥д> = 'input' <≥дентиф≥катор>

void gen\_input(FILE\* outFile)

{

fprintf(outFile, " printf(\"Enter ");

fprintf(outFile, TokenTable[pos + 1].name);

fprintf(outFile, ":\");\n");

fprintf(outFile, " scanf(\"%%hd\", &");

pos++;

fprintf(outFile, TokenTable[pos++].name);

fprintf(outFile, ");\n");

pos++;

}

// <вив≥д> = 'output' <≥дентиф≥катор>

void gen\_output(FILE\* outFile)

{

pos++;

if (TokenTable[pos].type == Minus && TokenTable[pos + 1].type == Number)

{

fprintf(outFile, " printf(\"%%d\\n\", -%s);\n", TokenTable[pos + 1].name);

pos += 2;

}

else

{

fprintf(outFile, " printf(\"%%d\\n\", ");

gen\_arithmetic\_expression(outFile);

fprintf(outFile, ");\n");

}

if (TokenTable[pos].type == Semicolon)

{

pos++;

}

else

{

printf("Error: Expected a semicolon at the end of 'Output' statement.\n");

exit(1);

}

}

// <умовний оператор> = 'if' <лог≥чний вираз> 'then' <оператор> [ 'else' <оператор> ]

void gen\_conditional(FILE\* outFile)

{

fprintf(outFile, " if (");

pos++;

gen\_logical\_expression(outFile);

fprintf(outFile, ")\n");

gen\_statement(outFile);

if (TokenTable[pos].type == Else)

{

fprintf(outFile, " else\n");

pos++;

gen\_statement(outFile);

}

}

void gen\_goto\_statement(FILE\* outFile)

{

fprintf(outFile, " goto %s;\n", TokenTable[pos + 1].name);

pos += 3;

}

void gen\_label\_statement(FILE\* outFile)

{

fprintf(outFile, "%s:\n", TokenTable[pos].name);

pos++;

}

void gen\_for\_to\_do(FILE\* outFile)

{

int temp\_pos = pos + 1;

const char\* loop\_var = TokenTable[temp\_pos].name;

temp\_pos += 2;

fprintf(outFile, " for (int16\_t %s = ", loop\_var);

pos = temp\_pos;

gen\_arithmetic\_expression(outFile);

fprintf(outFile, "; ");

while (TokenTable[pos].type != To && pos < TokensNum)

{

pos++;

}

if (TokenTable[pos].type == To)

{

pos++;

fprintf(outFile, "%s <= ", loop\_var);

gen\_arithmetic\_expression(outFile);

}

else

{

printf("Error: Expected 'To' in For-To loop\n");

return;

}

fprintf(outFile, "; %s++)\n", loop\_var);

if (TokenTable[pos].type == Do)

{

pos++;

}

else

{

printf("Error: Expected 'Do' after 'To' clause\n");

return;

}

gen\_statement(outFile);

}

void gen\_for\_downto\_do(FILE\* outFile)

{

int temp\_pos = pos + 1;

const char\* loop\_var = TokenTable[temp\_pos].name;

temp\_pos += 2;

fprintf(outFile, " for (int16\_t %s = ", loop\_var);

pos = temp\_pos;

gen\_arithmetic\_expression(outFile);

fprintf(outFile, "; ");

while (TokenTable[pos].type != DownTo && pos < TokensNum)

{

pos++;

}

if (TokenTable[pos].type == DownTo)

{

pos++;

fprintf(outFile, "%s >= ", loop\_var);

gen\_arithmetic\_expression(outFile);

}

else

{

printf("Error: Expected 'Downto' in For-Downto loop\n");

return;

}

fprintf(outFile, "; %s--)\n", loop\_var);

if (TokenTable[pos].type == Do)

{

pos++;

}

else

{

printf("Error: Expected 'Do' after 'Downto' clause\n");

return;

}

gen\_statement(outFile);

}

void gen\_while\_statement(FILE\* outFile)

{

fprintf(outFile, " while (");

pos++;

gen\_logical\_expression(outFile);

fprintf(outFile, ")\n {\n");

while (pos < TokensNum)

{

if (TokenTable[pos].type == End && TokenTable[pos + 1].type == While)

{

pos += 2;

break;

}

else

{

gen\_statement(outFile);

if (TokenTable[pos].type == Semicolon)

{

pos++;

}

}

}

fprintf(outFile, " }\n");

}

void gen\_repeat\_until(FILE\* outFile)

{

fprintf(outFile, " do\n");

pos++;

do

{

gen\_statement(outFile);

} while (TokenTable[pos].type != Until);

fprintf(outFile, " while (");

pos++;

gen\_logical\_expression(outFile);

fprintf(outFile, ");\n");

}

// <лог≥чний вираз> = <вираз ≤> { '|' <вираз ≤> }

void gen\_logical\_expression(FILE\* outFile)

{

gen\_and\_expression(outFile);

while (TokenTable[pos].type == Or)

{

fprintf(outFile, " || ");

pos++;

gen\_and\_expression(outFile);

}

}

// <вираз ≤> = <пор≥вн¤нн¤> { '&' <пор≥вн¤нн¤> }

void gen\_and\_expression(FILE\* outFile)

{

gen\_comparison(outFile);

while (TokenTable[pos].type == And)

{

fprintf(outFile, " && ");

pos++;

gen\_comparison(outFile);

}

}

// <пор≥вн¤нн¤> = <операц≥¤ пор≥вн¤нн¤> | С!С С(С <лог≥чний вираз> С)С | С(С <лог≥чний вираз> С)С

// <операц≥¤ пор≥вн¤нн¤> = <арифметичний вираз> <менше-б≥льше> <арифметичний вираз>

// <менше-б≥льше> = С>С | С<С | С=С | С<>С

void gen\_comparison(FILE\* outFile)

{

if (TokenTable[pos].type == Not)

{

// ¬ар≥ант: ! (<лог≥чний вираз>)

fprintf(outFile, "!(");

pos++;

pos++;

gen\_logical\_expression(outFile);

fprintf(outFile, ")");

pos++;

}

else

if (TokenTable[pos].type == LBraket)

{

// ¬ар≥ант: ( <лог≥чний вираз> )

fprintf(outFile, "(");

pos++;

gen\_logical\_expression(outFile);

fprintf(outFile, ")");

pos++;

}

else

{

// ¬ар≥ант: <арифметичний вираз> <менше-б≥льше> <арифметичний вираз>

gen\_arithmetic\_expression(outFile);

if (TokenTable[pos].type == Greate || TokenTable[pos].type == Less ||

TokenTable[pos].type == Equality || TokenTable[pos].type == NotEquality)

{

switch (TokenTable[pos].type)

{

case Greate: fprintf(outFile, " > "); break;

case Less: fprintf(outFile, " < "); break;

case Equality: fprintf(outFile, " == "); break;

case NotEquality: fprintf(outFile, " != "); break;

}

pos++;

gen\_arithmetic\_expression(outFile);

}

}

}

// <складений оператор> = 'start' <т≥ло програми> 'stop'

void gen\_compound\_statement(FILE\* outFile)

{

fprintf(outFile, " {\n");

pos++;

gen\_program\_body(outFile);

fprintf(outFile, " }\n");

pos++;

}

**codegenfromast.cpp**

#define \_CRT\_SECURE\_NO\_WARNINGS

#include <stdio.h>

#include <stdlib.h>

#include <string.h>

#include "translator.h"

// Рекурсивна функція для генерації коду з AST

void generateCodefromAST(ASTNode\* node, FILE\* outFile)

{

if (node == NULL)

return;

switch (node->nodetype)

{

case program\_node:

fprintf(outFile, "#include <stdio.h>\n#include <stdlib.h>\n#include <stdint.h>\n\nint main() \n{\n");

generateCodefromAST(node->left, outFile); // Оголошення змінних

generateCodefromAST(node->right, outFile); // Тіло програми

fprintf(outFile, " system(\"pause\");\n ");

fprintf(outFile, " return 0;\n}\n");

break;

case var\_node:

// Якщо є права частина (інші змінні), додаємо коми і генеруємо для них код

if (node->right != NULL)

{

//fprintf(outFile, ", ");

generateCodefromAST(node->right, outFile); // Рекурсивно генеруємо код для інших змінних

}

fprintf(outFile, " int16\_t "); // Виводимо тип змінних (в даному випадку int)

generateCodefromAST(node->left, outFile);

fprintf(outFile, ";\n"); // Завершуємо оголошення змінних

break;

case id\_node:

fprintf(outFile, "%s", node->name);

break;

case num\_node:

fprintf(outFile, "%s", node->name);

break;

case assign\_node:

fprintf(outFile, " ");

generateCodefromAST(node->left, outFile);

fprintf(outFile, " = ");

generateCodefromAST(node->right, outFile);

fprintf(outFile, ";\n");

break;

case add\_node:

fprintf(outFile, "(");

generateCodefromAST(node->left, outFile);

fprintf(outFile, " + ");

generateCodefromAST(node->right, outFile);

fprintf(outFile, ")");

break;

case sub\_node:

fprintf(outFile, "(");

generateCodefromAST(node->left, outFile);

fprintf(outFile, " - ");

generateCodefromAST(node->right, outFile);

fprintf(outFile, ")");

break;

case mul\_node:

fprintf(outFile, "(");

generateCodefromAST(node->left, outFile);

fprintf(outFile, " \* ");

generateCodefromAST(node->right, outFile);

fprintf(outFile, ")");

break;

case mod\_node:

fprintf(outFile, "(");

generateCodefromAST(node->left, outFile);

fprintf(outFile, " %% ");

generateCodefromAST(node->right, outFile);

fprintf(outFile, ")");

break;

case div\_node:

fprintf(outFile, "(");

generateCodefromAST(node->left, outFile);

fprintf(outFile, " / ");

generateCodefromAST(node->right, outFile);

fprintf(outFile, ")");

break;

case input\_node:

fprintf(outFile, " printf(\"Enter ");

generateCodefromAST(node->left, outFile);

fprintf(outFile, ":\");\n");

fprintf(outFile, " scanf(\"%%hd\", &");

generateCodefromAST(node->left, outFile);

fprintf(outFile, ");\n");

break;

case output\_node:

fprintf(outFile, " printf(\"%%d\\n\", ");

generateCodefromAST(node->left, outFile);

fprintf(outFile, ");\n");

break;

case if\_node:

fprintf(outFile, " if (");

generateCodefromAST(node->left, outFile);

fprintf(outFile, ") \n");

generateCodefromAST(node->right->left, outFile);

if (node->right->right != NULL)

{

fprintf(outFile, " else\n");

generateCodefromAST(node->right->right, outFile);

}

break;

case goto\_node:

fprintf(outFile, " goto %s;\n", node->left->name);

break;

case label\_node:

fprintf(outFile, "%s:\n", node->name);

break;

case for\_to\_node:

fprintf(outFile, " for (int16\_t ");

generateCodefromAST(node->left->left, outFile);

fprintf(outFile, " = ");

generateCodefromAST(node->left->right, outFile);

fprintf(outFile, "; ");

generateCodefromAST(node->left->left, outFile);

fprintf(outFile, " <= ");

generateCodefromAST(node->right->left, outFile);

fprintf(outFile, "; ");

generateCodefromAST(node->left->left, outFile);

fprintf(outFile, "++)\n");

generateCodefromAST(node->right->right, outFile);

break;

case for\_downto\_node:

fprintf(outFile, " for (int16\_t ");

generateCodefromAST(node->left->left, outFile);

fprintf(outFile, " = ");

generateCodefromAST(node->left->right, outFile);

fprintf(outFile, "; ");

generateCodefromAST(node->left->left, outFile);

fprintf(outFile, " >= ");

generateCodefromAST(node->right->left, outFile);

fprintf(outFile, "; ");

generateCodefromAST(node->left->left, outFile);

fprintf(outFile, "--)\n");

generateCodefromAST(node->right->right, outFile);

break;

case while\_node:

fprintf(outFile, " while (");

generateCodefromAST(node->left, outFile);

fprintf(outFile, ")\n");

fprintf(outFile, " {\n");

generateCodefromAST(node->right, outFile);

fprintf(outFile, " }\n");

break;

case exit\_while\_node:

fprintf(outFile, " break;\n");

break;

case continue\_while\_node:

fprintf(outFile, " continue;\n");

break;

case repeat\_until\_node:

fprintf(outFile, " do\n");

generateCodefromAST(node->left, outFile);

fprintf(outFile, " while (");

generateCodefromAST(node->right, outFile);

fprintf(outFile, ");\n");

break;

case or\_node:

fprintf(outFile, "(");

generateCodefromAST(node->left, outFile);

fprintf(outFile, " || ");

generateCodefromAST(node->right, outFile);

fprintf(outFile, ")");

break;

case and\_node:

fprintf(outFile, "(");

generateCodefromAST(node->left, outFile);

fprintf(outFile, " && ");

generateCodefromAST(node->right, outFile);

fprintf(outFile, ")");

break;

case not\_node:

fprintf(outFile, "!(");

generateCodefromAST(node->left, outFile);

fprintf(outFile, ")");

break;

case cmp\_node:

generateCodefromAST(node->left, outFile);

if (!strcmp(node->name, "Eq"))

fprintf(outFile, " == ");

else if (!strcmp(node->name, "Ne"))

fprintf(outFile, " != ");

else

fprintf(outFile, " %s ", node->name);

generateCodefromAST(node->right, outFile);

break;

case statement\_node:

generateCodefromAST(node->left, outFile);

if (node->right != NULL)

generateCodefromAST(node->right, outFile);

break;

case compount\_node:

fprintf(outFile, " {\n");

generateCodefromAST(node->left, outFile);

fprintf(outFile, " }\n");

break;

default:

fprintf(stderr, "Unknown node type: %d\n", node->nodetype);

break;

}

}

**compile.cpp**

#include <Windows.h>

#include <stdio.h>

#include <string>

#include <fstream>

#define SCOPE\_EXIT\_CAT2(x, y) x##y

#define SCOPE\_EXIT\_CAT(x, y) SCOPE\_EXIT\_CAT2(x, y)

#define SCOPE\_EXIT auto SCOPE\_EXIT\_CAT(scopeExit\_, \_\_COUNTER\_\_) = Safe::MakeScopeExit() += [&]

namespace Safe

{

template <typename F>

class ScopeExit

{

using A = typename std::decay\_t<F>;

public:

explicit ScopeExit(A&& action) : \_action(std::move(action)) {}

~ScopeExit() { \_action(); }

ScopeExit() = delete;

ScopeExit(const ScopeExit&) = delete;

ScopeExit& operator=(const ScopeExit&) = delete;

ScopeExit(ScopeExit&&) = delete;

ScopeExit& operator=(ScopeExit&&) = delete;

ScopeExit(const A&) = delete;

ScopeExit(A&) = delete;

private:

A \_action;

};

struct MakeScopeExit

{

template <typename F>

ScopeExit<F> operator+=(F&& f)

{

return ScopeExit<F>(std::forward<F>(f));

}

};

}

bool is\_file\_accessible(const char\* file\_path)

{

std::ifstream file(file\_path);

return file.is\_open();

}

void compile\_to\_exe(const char\* source\_file, const char\* output\_file)

{

if (!is\_file\_accessible(source\_file))

{

printf("Error: Source file %s is not accessible.\n", source\_file);

return;

}

wchar\_t current\_dir[MAX\_PATH];

if (!GetCurrentDirectoryW(MAX\_PATH, current\_dir))

{

printf("Error retrieving current directory. Error code: %lu\n", GetLastError());

return;

}

//wprintf(L"CurrentDirectory: %s\n", current\_dir);

wchar\_t command[512];

\_snwprintf\_s(

command,

std::size(command),

L"compiler\\MinGW-master\\MinGW\\bin\\gcc.exe -std=c11 \"%s\\%S\" -o \"%s\\%S\"",

current\_dir, source\_file, current\_dir, output\_file

);

//wprintf(L"Command: %s\n", command);

STARTUPINFO si = { 0 };

PROCESS\_INFORMATION pi = { 0 };

si.cb = sizeof(si);

if (CreateProcessW(

NULL,

command,

NULL,

NULL,

FALSE,

0,

NULL,

current\_dir,

&si,

&pi

))

{

WaitForSingleObject(pi.hProcess, INFINITE);

DWORD exit\_code;

GetExitCodeProcess(pi.hProcess, &exit\_code);

if (exit\_code == 0)

{

wprintf(L"File successfully compiled into %s\\%S\n", current\_dir, output\_file);

}

else

{

wprintf(L"Compilation error for %s. Exit code: %lu\n", source\_file, exit\_code);

}

CloseHandle(pi.hProcess);

CloseHandle(pi.hThread);

}

else

{

DWORD error\_code = GetLastError();

wprintf(L"Failed to start compiler process. Error code: %lu\n", error\_code);

}

}

**lexer.cpp**

#include <stdlib.h>

#include <stdio.h>

#include <string.h>

#include "translator.h"

#include <locale>

// функція отримує лексеми з вхідного файлу F і записує їх у таблицю лексем TokenTable

// результат функції - кількість лексем

unsigned int GetTokens(FILE\* F, Token TokenTable[], FILE\* errFile)

{

States state = Start;

Token TempToken;

// кількість лексем

unsigned int NumberOfTokens = 0;

char ch, buf[16];

int line = 1;

// читання першого символу з файлу

ch = getc(F);

// пошук лексем

while (1)

{

switch (state)

{

// стан Start - початок виділення чергової лексеми

// якщо поточний символ маленька літера, то переходимо до стану Letter

// якщо поточний символ цифра, то переходимо до стану Digit

// якщо поточний символ пробіл, символ табуляції або переходу на новий рядок, то переходимо до стану Separators

// якщо поточний символ EOF (ознака кінця файлу), то переходимо до стану EndOfFile

// якщо поточний символ відмінний від попередніх, то переходимо до стану Another

case Start:

{

if (ch == EOF)

state = EndOfFile;

else

if ((ch <= 'z' && ch >= 'a') || (ch <= 'Z' && ch >= 'A') || ch == '\_')

state = Letter;

else

if (ch <= '9' && ch >= '0')

state = Digit;

else

if (ch == ' ' || ch == '\t' || ch == '\n')

state = Separators;

else

if (ch == '/')

state = SComment;

else

state = Another;

break;

}

// стан Finish - кінець виділення чергової лексеми і запис лексеми у таблицю лексем

case Finish:

{

if (NumberOfTokens < MAX\_TOKENS)

{

TokenTable[NumberOfTokens++] = TempToken;

if (ch != EOF)

state = Start;

else

state = EndOfFile;

}

else

{

printf("\n\t\t\ttoo many tokens !!!\n");

return NumberOfTokens - 1;

}

break;

}

// стан EndOfFile - кінець файлу, можна завершувати пошук лексем

case EndOfFile:

{

return NumberOfTokens;

}

// стан Letter - поточний символ - маленька літера, поточна лексема - ключове слово або ідентифікатор

case Letter:

{

buf[0] = ch;

int j = 1;

ch = getc(F);

while (((ch >= 'a' && ch <= 'z') || (ch >= 'A' && ch <= 'Z') ||

(ch >= '0' && ch <= '9') || ch == '\_' || ch == ':' || ch == '-') && j < 15)

{

buf[j++] = ch;

ch = getc(F);

}

buf[j] = '\0';

TypeOfTokens temp\_type = Unknown;

if (!strcmp(buf, "End"))

{

char next\_buf[16];

int next\_j = 0;

while (ch == ' ' || ch == '\t')

{

ch = getc(F);

}

while (((ch >= 'a' && ch <= 'z') || (ch >= 'A' && ch <= 'Z')) && next\_j < 15)

{

next\_buf[next\_j++] = ch;

ch = getc(F);

}

next\_buf[next\_j] = '\0';

if (!strcmp(next\_buf, "While"))

{

temp\_type = End;

strcpy\_s(TempToken.name, buf);

TempToken.type = temp\_type;

TempToken.value = 0;

TempToken.line = line;

TokenTable[NumberOfTokens++] = TempToken;

temp\_type = While;

strcpy\_s(TempToken.name, next\_buf);

TempToken.type = temp\_type;

TempToken.value = 0;

TempToken.line = line;

TokenTable[NumberOfTokens++] = TempToken;

state = Start;

break;

}

}

else if (!strcmp(buf, "Program"))

{

char next\_buf[32];

int next\_j = 0;

while (ch == ' ' || ch == '\t')

{

ch = getc(F);

}

while (((ch >= 'a' && ch <= 'z') || (ch >= 'A' && ch <= 'Z') || (ch >= '0' && ch <= '9' || ch == ';')) && next\_j < 31)

{

next\_buf[next\_j++] = ch;

ch = getc(F);

}

next\_buf[next\_j] = '\0';

if (next\_buf[strlen(next\_buf) - 1] == ';')

{

temp\_type = Mainprogram;

strcpy\_s(TempToken.name, buf);

TempToken.type = temp\_type;

TempToken.value = 0;

TempToken.line = line;

TokenTable[NumberOfTokens++] = TempToken;

next\_buf[strlen(next\_buf) - 1] = '\0';

temp\_type = ProgramName;

strcpy\_s(TempToken.name, next\_buf);

TempToken.type = temp\_type;

TempToken.value = 0;

TempToken.line = line;

TokenTable[NumberOfTokens++] = TempToken;

state = Start;

break;

}

}

else if (!strcmp(buf, "Start")) temp\_type = StartProgram;

else if (!strcmp(buf, "Variable")) temp\_type = Variable;

else if (!strcmp(buf, "Integer\_2")) temp\_type = Type;

else if (!strcmp(buf, "Stop")) temp\_type = EndProgram;

else if (!strcmp(buf, "Read")) temp\_type = Input;

else if (!strcmp(buf, "Write")) temp\_type = Output;

else if (!strcmp(buf, "Div")) temp\_type = Div;

else if (!strcmp(buf, "Mod")) temp\_type = Mod;

else if (!strcmp(buf, "If")) temp\_type = If;

else if (!strcmp(buf, "Else")) temp\_type = Else;

else if (!strcmp(buf, "Goto")) temp\_type = Goto;

else if (!strcmp(buf, "For")) temp\_type = For;

else if (!strcmp(buf, "To")) temp\_type = To;

else if (!strcmp(buf, "Downto")) temp\_type = DownTo;

else if (!strcmp(buf, "Do")) temp\_type = Do;

else if (!strcmp(buf, "Exit")) temp\_type = Exit;

else if (!strcmp(buf, "While")) temp\_type = While;

else if (!strcmp(buf, "Continue")) temp\_type = Continue;

else if (!strcmp(buf, "Repeat")) temp\_type = Repeat;

else if (!strcmp(buf, "Until")) temp\_type = Until;

else if (temp\_type == Unknown && TokenTable[NumberOfTokens - 1].type == Goto)

{

temp\_type = Identifier;

}

else if (buf[strlen(buf) - 1] == ':')

{

buf[strlen(buf) - 1] = '\0';

temp\_type = Label;

}

else if ((buf[0] >= 'a' && buf[0] <= 'z') && (strlen(buf) == 6))

{

bool valid = true;

for (int i = 1; i < 6; i++)

{

if (!(buf[i] >= 'a' && buf[i] <= 'z') && !(buf[i] >= '0' && buf[i] <= '9'))

{

valid = false;

break;

}

}

if (valid)

{

temp\_type = Identifier;

}

}

strcpy\_s(TempToken.name, buf);

TempToken.type = temp\_type;

TempToken.value = 0;

TempToken.line = line;

if (temp\_type == Unknown)

{

fprintf(errFile, "Lexical Error: line %d, lexem %s is Unknown\n", line, TempToken.name);

}

state = Finish;

break;

}

case Digit:

{

buf[0] = ch;

int j = 1;

ch = getc(F);

while ((ch <= '9' && ch >= '0') && j < 15)

{

buf[j++] = ch;

ch = getc(F);

}

buf[j] = '\0';

strcpy\_s(TempToken.name, buf);

TempToken.type = Number;

TempToken.value = atoi(buf);

TempToken.line = line;

state = Finish;

break;

}

case Separators:

{

if (ch == '\n')

line++;

ch = getc(F);

state = Start;

break;

}

case SComment:

{

ch = getc(F);

if (ch == '/')

state = Comment;

break;

}

case Comment:

{

while (1)

{

ch = getc(F);

if (ch == '/')

{

ch = getc(F);

if (ch == '/')

{

state = Start;

ch = getc(F);

break;

}

}

if (ch == EOF)

{

printf("Error: Comment not closed!\n");

state = EndOfFile;

break;

}

}

break;

}

case Another:

{

switch (ch)

{

case '(':

{

strcpy\_s(TempToken.name, "(");

TempToken.type = LBraket;

TempToken.value = 0;

TempToken.line = line;

ch = getc(F);

state = Finish;

break;

}

case ')':

{

strcpy\_s(TempToken.name, ")");

TempToken.type = RBraket;

TempToken.value = 0;

TempToken.line = line;

ch = getc(F);

state = Finish;

break;

}

case ';':

{

strcpy\_s(TempToken.name, ";");

TempToken.type = Semicolon;

TempToken.value = 0;

TempToken.line = line;

ch = getc(F);

state = Finish;

break;

}

case ',':

{

strcpy\_s(TempToken.name, ",");

TempToken.type = Comma;

TempToken.value = 0;

TempToken.line = line;

ch = getc(F);

state = Finish;

break;

}

case '#':

{

strcpy\_s(TempToken.name, "#");

TempToken.type = BackPogram;

TempToken.value = 0;

TempToken.line = line;

ch = getc(F);

state = Finish;

break;

}

case ':':

{

char next = getc(F);

strcpy\_s(TempToken.name, ":");

TempToken.type = Colon;

ungetc(next, F);

TempToken.value = 0;

TempToken.line = line;

ch = getc(F);

state = Finish;

break;

}

case '+':

{

ch = getc(F);

if (ch == '+')

{

strcpy\_s(TempToken.name, "++");

TempToken.type = Add;

TempToken.value = 0;

TempToken.line = line;

ch = getc(F);

state = Finish;

}

else

{

strcpy\_s(TempToken.name, "+");

TempToken.type = Unknown;

TempToken.value = 0;

TempToken.line = line;

fprintf(errFile, "Lexical Error: line %d, lexem %s is Unknown\n", line, TempToken.name);

state = Finish;

}

break;

}

case '-':

{

ch = getc(F);

if (ch == '-')

{

strcpy\_s(TempToken.name, "--");

TempToken.type = Sub;

TempToken.value = 0;

TempToken.line = line;

ch = getc(F);

state = Finish;

}

else

{

strcpy\_s(TempToken.name, "-");

TempToken.type = Minus;

TempToken.value = 0;

TempToken.line = line;

state = Finish;

}

break;

}

case '\*':

{

ch = getc(F);

if (ch == '\*')

{

strcpy\_s(TempToken.name, "\*\*");

TempToken.type = Mul;

TempToken.value = 0;

TempToken.line = line;

ch = getc(F);

state = Finish;

}

else

{

strcpy\_s(TempToken.name, "\*");

TempToken.type = Unknown;

TempToken.value = 0;

TempToken.line = line;

fprintf(errFile, "Lexical Error: line %d, lexem %s is Unknown\n", line, TempToken.name);

state = Finish;

}

break;

}

case '&':

{

strcpy\_s(TempToken.name, "&&");

TempToken.type = And;

TempToken.value = 0;

TempToken.line = line;

ch = getc(F);

state = Finish;

break;

}

case '|':

{

strcpy\_s(TempToken.name, "||");

TempToken.type = Or;

TempToken.value = 0;

TempToken.line = line;

ch = getc(F);

state = Finish;

break;

}

case '!':

{

ch = getc(F);

if (ch == '=')

{

strcpy\_s(TempToken.name, "!=");

TempToken.type = NotEquality;

TempToken.value = 0;

TempToken.line = line;

ch = getc(F);

state = Finish;

}

else

{

strcpy\_s(TempToken.name, "!");

TempToken.type = Not;

TempToken.value = 0;

TempToken.line = line;

state = Finish;

}

break;

}

case '<':

{

ch = getc(F);

if (ch == '-')

{

strcpy\_s(TempToken.name, "<-");

TempToken.type = Assign;

TempToken.value = 0;

TempToken.line = line;

ch = getc(F);

state = Finish;

}

else

{

strcpy\_s(TempToken.name, "<");

TempToken.type = Less;

TempToken.value = 0;

TempToken.line = line;

state = Finish;

}

break;

}

case '>':

{

strcpy\_s(TempToken.name, ">");

TempToken.type = Greate;

TempToken.value = 0;

TempToken.line = line;

ch = getc(F);

state = Finish;

break;

}

case '=':

{

ch = getc(F);

if (ch == '=')

{

strcpy\_s(TempToken.name, "==");

TempToken.type = Equality;

TempToken.value = 0;

TempToken.line = line;

ch = getc(F);

state = Finish;

}

else

{

strcpy\_s(TempToken.name, "=");

TempToken.type = Unknown;

TempToken.value = 0;

TempToken.line = line;

fprintf(errFile, "Lexical Error: line %d, lexem %s is Unknown\n", line, TempToken.name);

state = Finish;

}

break;

}

default:

{

TempToken.name[0] = ch;

TempToken.name[1] = '\0';

TempToken.type = Unknown;

TempToken.value = 0;

TempToken.line = line;

ch = getc(F);

state = Finish;

break;

}

}

}

}

}

}

void PrintTokens(Token TokenTable[], unsigned int TokensNum)

{

char type\_tokens[16];

printf("\n\n---------------------------------------------------------------------------\n");

printf("| TOKEN TABLE |\n");

printf("---------------------------------------------------------------------------\n");

printf("| line number | token | value | token code | type of token |\n");

printf("---------------------------------------------------------------------------");

for (unsigned int i = 0; i < TokensNum; i++)

{

switch (TokenTable[i].type)

{

case BackPogram:

strcpy\_s(type\_tokens, "BackPogram");

break;

case Mainprogram:

strcpy\_s(type\_tokens, "MainProgram");

break;

case ProgramName:

strcpy\_s(type\_tokens, "ProgramName");

break;

case StartProgram:

strcpy\_s(type\_tokens, "StartProgram");

break;

case Variable:

strcpy\_s(type\_tokens, "Variable");

break;

case Type:

strcpy\_s(type\_tokens, "Integer");

break;

case Identifier:

strcpy\_s(type\_tokens, "Identifier");

break;

case EndProgram:

strcpy\_s(type\_tokens, "EndProgram");

break;

case Input:

strcpy\_s(type\_tokens, "Input");

break;

case Output:

strcpy\_s(type\_tokens, "Output");

break;

case If:

strcpy\_s(type\_tokens, "If");

break;

case Else:

strcpy\_s(type\_tokens, "Else");

break;

case Assign:

strcpy\_s(type\_tokens, "Assign");

break;

case Add:

strcpy\_s(type\_tokens, "Add");

break;

case Sub:

strcpy\_s(type\_tokens, "Sub");

break;

case Mul:

strcpy\_s(type\_tokens, "Mul");

break;

case Div:

strcpy\_s(type\_tokens, "Div");

break;

case Mod:

strcpy\_s(type\_tokens, "Mod");

break;

case Equality:

strcpy\_s(type\_tokens, "Equality");

break;

case NotEquality:

strcpy\_s(type\_tokens, "NotEquality");

break;

case Greate:

strcpy\_s(type\_tokens, "Greate");

break;

case Less:

strcpy\_s(type\_tokens, "Less");

break;

case Not:

strcpy\_s(type\_tokens, "Not");

break;

case And:

strcpy\_s(type\_tokens, "And");

break;

case Or:

strcpy\_s(type\_tokens, "Or");

break;

case LBraket:

strcpy\_s(type\_tokens, "LBraket");

break;

case RBraket:

strcpy\_s(type\_tokens, "RBraket");

break;

case Number:

strcpy\_s(type\_tokens, "Number");

break;

case Semicolon:

strcpy\_s(type\_tokens, "Semicolon");

break;

case Comma:

strcpy\_s(type\_tokens, "Comma");

break;

case Goto:

strcpy\_s(type\_tokens, "Goto");

break;

case For:

strcpy\_s(type\_tokens, "For");

break;

case To:

strcpy\_s(type\_tokens, "To");

break;

case DownTo:

strcpy\_s(type\_tokens, "DownTo");

break;

case Do:

strcpy\_s(type\_tokens, "Do");

break;

case While:

strcpy\_s(type\_tokens, "While");

break;

case Exit:

strcpy\_s(type\_tokens, "Exit");

break;

case Continue:

strcpy\_s(type\_tokens, "Continue");

break;

case End:

strcpy\_s(type\_tokens, "End");

break;

case Repeat:

strcpy\_s(type\_tokens, "Repeat");

break;

case Until:

strcpy\_s(type\_tokens, "Until");

break;

case Label:

strcpy\_s(type\_tokens, "Label");

break;

case Unknown:

default:

strcpy\_s(type\_tokens, "Unknown");

break;

}

printf("\n|%12d |%16s |%11d |%11d | %-13s |\n",

TokenTable[i].line,

TokenTable[i].name,

TokenTable[i].value,

TokenTable[i].type,

type\_tokens);

printf("---------------------------------------------------------------------------");

}

printf("\n");

}

void PrintTokensToFile(char\* FileName, Token TokenTable[], unsigned int TokensNum)

{

FILE\* F;

if ((fopen\_s(&F, FileName, "wt")) != 0)

{

printf("Error: Can not create file: %s\n", FileName);

return;

}

char type\_tokens[16];

fprintf(F, "---------------------------------------------------------------------------\n");

fprintf(F, "| TOKEN TABLE |\n");

fprintf(F, "---------------------------------------------------------------------------\n");

fprintf(F, "| line number | token | value | token code | type of token |\n");

fprintf(F, "---------------------------------------------------------------------------");

for (unsigned int i = 0; i < TokensNum; i++)

{

switch (TokenTable[i].type)

{

case BackPogram:

strcpy\_s(type\_tokens, "BackPogram");

break;

case Mainprogram:

strcpy\_s(type\_tokens, "MainProgram");

break;

case ProgramName:

strcpy\_s(type\_tokens, "ProgramName");

break;

case StartProgram:

strcpy\_s(type\_tokens, "StartProgram");

break;

case Variable:

strcpy\_s(type\_tokens, "Variable");

break;

case Type:

strcpy\_s(type\_tokens, "Integer");

break;

case Identifier:

strcpy\_s(type\_tokens, "Identifier");

break;

case EndProgram:

strcpy\_s(type\_tokens, "EndProgram");

break;

case Input:

strcpy\_s(type\_tokens, "Input");

break;

case Output:

strcpy\_s(type\_tokens, "Output");

break;

case If:

strcpy\_s(type\_tokens, "If");

break;

case Else:

strcpy\_s(type\_tokens, "Else");

break;

case Assign:

strcpy\_s(type\_tokens, "Assign");

break;

case Add:

strcpy\_s(type\_tokens, "Add");

break;

case Sub:

strcpy\_s(type\_tokens, "Sub");

break;

case Mul:

strcpy\_s(type\_tokens, "Mul");

break;

case Div:

strcpy\_s(type\_tokens, "Div");

break;

case Mod:

strcpy\_s(type\_tokens, "Mod");

break;

case Equality:

strcpy\_s(type\_tokens, "Equality");

break;

case NotEquality:

strcpy\_s(type\_tokens, "NotEquality");

break;

case Greate:

strcpy\_s(type\_tokens, "Greate");

break;

case Less:

strcpy\_s(type\_tokens, "Less");

break;

case Not:

strcpy\_s(type\_tokens, "Not");

break;

case And:

strcpy\_s(type\_tokens, "And");

break;

case Or:

strcpy\_s(type\_tokens, "Or");

break;

case LBraket:

strcpy\_s(type\_tokens, "LBraket");

break;

case RBraket:

strcpy\_s(type\_tokens, "RBraket");

break;

case Number:

strcpy\_s(type\_tokens, "Number");

break;

case Semicolon:

strcpy\_s(type\_tokens, "Semicolon");

break;

case Comma:

strcpy\_s(type\_tokens, "Comma");

break;

case Goto:

strcpy\_s(type\_tokens, "Goto");

break;

case For:

strcpy\_s(type\_tokens, "For");

break;

case To:

strcpy\_s(type\_tokens, "To");

break;

case DownTo:

strcpy\_s(type\_tokens, "DownTo");

break;

case Do:

strcpy\_s(type\_tokens, "Do");

break;

case While:

strcpy\_s(type\_tokens, "While");

break;

case Exit:

strcpy\_s(type\_tokens, "Exit");

break;

case Continue:

strcpy\_s(type\_tokens, "Continue");

break;

case End:

strcpy\_s(type\_tokens, "End");

break;

case Repeat:

strcpy\_s(type\_tokens, "Repeat");

break;

case Until:

strcpy\_s(type\_tokens, "Until");

break;

case Label:

strcpy\_s(type\_tokens, "Label");

break;

case Minus:

strcpy\_s(type\_tokens, "Minus");

break;

case Unknown:

default:

strcpy\_s(type\_tokens, "Unknown");

break;

}

fprintf(F, "\n|%12d |%16s |%11d |%11d | %-13s |\n",

TokenTable[i].line,

TokenTable[i].name,

TokenTable[i].value,

TokenTable[i].type,

type\_tokens);

fprintf(F, "---------------------------------------------------------------------------");

}

fclose(F);

} **main.cpp**

#include <stdlib.h>

#include <stdio.h>

#include <string.h>

#include "translator.h"

#include <locale>

// функція отримує лексеми з вхідного файлу F і записує їх у таблицю лексем TokenTable

// результат функції - кількість лексем

unsigned int GetTokens(FILE\* F, Token TokenTable[], FILE\* errFile)

{

States state = Start;

Token TempToken;

// кількість лексем

unsigned int NumberOfTokens = 0;

char ch, buf[16];

int line = 1;

// читання першого символу з файлу

ch = getc(F);

// пошук лексем

while (1)

{

switch (state)

{

// стан Start - початок виділення чергової лексеми

// якщо поточний символ маленька літера, то переходимо до стану Letter

// якщо поточний символ цифра, то переходимо до стану Digit

// якщо поточний символ пробіл, символ табуляції або переходу на новий рядок, то переходимо до стану Separators

// якщо поточний символ EOF (ознака кінця файлу), то переходимо до стану EndOfFile

// якщо поточний символ відмінний від попередніх, то переходимо до стану Another

case Start:

{

if (ch == EOF)

state = EndOfFile;

else

if ((ch <= 'z' && ch >= 'a') || (ch <= 'Z' && ch >= 'A') || ch == '\_')

state = Letter;

else

if (ch <= '9' && ch >= '0')

state = Digit;

else

if (ch == ' ' || ch == '\t' || ch == '\n')

state = Separators;

else

if (ch == '/')

state = SComment;

else

state = Another;

break;

}

// стан Finish - кінець виділення чергової лексеми і запис лексеми у таблицю лексем

case Finish:

{

if (NumberOfTokens < MAX\_TOKENS)

{

TokenTable[NumberOfTokens++] = TempToken;

if (ch != EOF)

state = Start;

else

state = EndOfFile;

}

else

{

printf("\n\t\t\ttoo many tokens !!!\n");

return NumberOfTokens - 1;

}

break;

}

// стан EndOfFile - кінець файлу, можна завершувати пошук лексем

case EndOfFile:

{

return NumberOfTokens;

}

// стан Letter - поточний символ - маленька літера, поточна лексема - ключове слово або ідентифікатор

case Letter:

{

buf[0] = ch;

int j = 1;

ch = getc(F);

while (((ch >= 'a' && ch <= 'z') || (ch >= 'A' && ch <= 'Z') ||

(ch >= '0' && ch <= '9') || ch == '\_' || ch == ':' || ch == '-') && j < 15)

{

buf[j++] = ch;

ch = getc(F);

}

buf[j] = '\0';

TypeOfTokens temp\_type = Unknown;

if (!strcmp(buf, "End"))

{

char next\_buf[16];

int next\_j = 0;

while (ch == ' ' || ch == '\t')

{

ch = getc(F);

}

while (((ch >= 'a' && ch <= 'z') || (ch >= 'A' && ch <= 'Z')) && next\_j < 15)

{

next\_buf[next\_j++] = ch;

ch = getc(F);

}

next\_buf[next\_j] = '\0';

if (!strcmp(next\_buf, "While"))

{

temp\_type = End;

strcpy\_s(TempToken.name, buf);

TempToken.type = temp\_type;

TempToken.value = 0;

TempToken.line = line;

TokenTable[NumberOfTokens++] = TempToken;

temp\_type = While;

strcpy\_s(TempToken.name, next\_buf);

TempToken.type = temp\_type;

TempToken.value = 0;

TempToken.line = line;

TokenTable[NumberOfTokens++] = TempToken;

state = Start;

break;

}

}

else if (!strcmp(buf, "Program"))

{

char next\_buf[32];

int next\_j = 0;

while (ch == ' ' || ch == '\t')

{

ch = getc(F);

}

while (((ch >= 'a' && ch <= 'z') || (ch >= 'A' && ch <= 'Z') || (ch >= '0' && ch <= '9' || ch == ';')) && next\_j < 31)

{

next\_buf[next\_j++] = ch;

ch = getc(F);

}

next\_buf[next\_j] = '\0';

if (next\_buf[strlen(next\_buf) - 1] == ';')

{

temp\_type = Mainprogram;

strcpy\_s(TempToken.name, buf);

TempToken.type = temp\_type;

TempToken.value = 0;

TempToken.line = line;

TokenTable[NumberOfTokens++] = TempToken;

next\_buf[strlen(next\_buf) - 1] = '\0';

temp\_type = ProgramName;

strcpy\_s(TempToken.name, next\_buf);

TempToken.type = temp\_type;

TempToken.value = 0;

TempToken.line = line;

TokenTable[NumberOfTokens++] = TempToken;

state = Start;

break;

}

}

else if (!strcmp(buf, "Start")) temp\_type = StartProgram;

else if (!strcmp(buf, "Variable")) temp\_type = Variable;

else if (!strcmp(buf, "Integer\_2")) temp\_type = Type;

else if (!strcmp(buf, "Stop")) temp\_type = EndProgram;

else if (!strcmp(buf, "Read")) temp\_type = Input;

else if (!strcmp(buf, "Write")) temp\_type = Output;

else if (!strcmp(buf, "Div")) temp\_type = Div;

else if (!strcmp(buf, "Mod")) temp\_type = Mod;

else if (!strcmp(buf, "If")) temp\_type = If;

else if (!strcmp(buf, "Else")) temp\_type = Else;

else if (!strcmp(buf, "Goto")) temp\_type = Goto;

else if (!strcmp(buf, "For")) temp\_type = For;

else if (!strcmp(buf, "To")) temp\_type = To;

else if (!strcmp(buf, "Downto")) temp\_type = DownTo;

else if (!strcmp(buf, "Do")) temp\_type = Do;

else if (!strcmp(buf, "Exit")) temp\_type = Exit;

else if (!strcmp(buf, "While")) temp\_type = While;

else if (!strcmp(buf, "Continue")) temp\_type = Continue;

else if (!strcmp(buf, "Repeat")) temp\_type = Repeat;

else if (!strcmp(buf, "Until")) temp\_type = Until;

else if (temp\_type == Unknown && TokenTable[NumberOfTokens - 1].type == Goto)

{

temp\_type = Identifier;

}

else if (buf[strlen(buf) - 1] == ':')

{

buf[strlen(buf) - 1] = '\0';

temp\_type = Label;

}

else if ((buf[0] >= 'a' && buf[0] <= 'z') && (strlen(buf) == 6))

{

bool valid = true;

for (int i = 1; i < 6; i++)

{

if (!(buf[i] >= 'a' && buf[i] <= 'z') && !(buf[i] >= '0' && buf[i] <= '9'))

{

valid = false;

break;

}

}

if (valid)

{

temp\_type = Identifier;

}

}

strcpy\_s(TempToken.name, buf);

TempToken.type = temp\_type;

TempToken.value = 0;

TempToken.line = line;

if (temp\_type == Unknown)

{

fprintf(errFile, "Lexical Error: line %d, lexem %s is Unknown\n", line, TempToken.name);

}

state = Finish;

break;

}

case Digit:

{

buf[0] = ch;

int j = 1;

ch = getc(F);

while ((ch <= '9' && ch >= '0') && j < 15)

{

buf[j++] = ch;

ch = getc(F);

}

buf[j] = '\0';

strcpy\_s(TempToken.name, buf);

TempToken.type = Number;

TempToken.value = atoi(buf);

TempToken.line = line;

state = Finish;

break;

}

case Separators:

{

if (ch == '\n')

line++;

ch = getc(F);

state = Start;

break;

}

case SComment:

{

ch = getc(F);

if (ch == '/')

state = Comment;

break;

}

case Comment:

{

while (1)

{

ch = getc(F);

if (ch == '/')

{

ch = getc(F);

if (ch == '/')

{

state = Start;

ch = getc(F);

break;

}

}

if (ch == EOF)

{

printf("Error: Comment not closed!\n");

state = EndOfFile;

break;

}

}

break;

}

case Another:

{

switch (ch)

{

case '(':

{

strcpy\_s(TempToken.name, "(");

TempToken.type = LBraket;

TempToken.value = 0;

TempToken.line = line;

ch = getc(F);

state = Finish;

break;

}

case ')':

{

strcpy\_s(TempToken.name, ")");

TempToken.type = RBraket;

TempToken.value = 0;

TempToken.line = line;

ch = getc(F);

state = Finish;

break;

}

case ';':

{

strcpy\_s(TempToken.name, ";");

TempToken.type = Semicolon;

TempToken.value = 0;

TempToken.line = line;

ch = getc(F);

state = Finish;

break;

}

case ',':

{

strcpy\_s(TempToken.name, ",");

TempToken.type = Comma;

TempToken.value = 0;

TempToken.line = line;

ch = getc(F);

state = Finish;

break;

}

case '#':

{

strcpy\_s(TempToken.name, "#");

TempToken.type = BackPogram;

TempToken.value = 0;

TempToken.line = line;

ch = getc(F);

state = Finish;

break;

}

case ':':

{

char next = getc(F);

strcpy\_s(TempToken.name, ":");

TempToken.type = Colon;

ungetc(next, F);

TempToken.value = 0;

TempToken.line = line;

ch = getc(F);

state = Finish;

break;

}

case '+':

{

ch = getc(F);

if (ch == '+')

{

strcpy\_s(TempToken.name, "++");

TempToken.type = Add;

TempToken.value = 0;

TempToken.line = line;

ch = getc(F);

state = Finish;

}

else

{

strcpy\_s(TempToken.name, "+");

TempToken.type = Unknown;

TempToken.value = 0;

TempToken.line = line;

fprintf(errFile, "Lexical Error: line %d, lexem %s is Unknown\n", line, TempToken.name);

state = Finish;

}

break;

}

case '-':

{

ch = getc(F);

if (ch == '-')

{

strcpy\_s(TempToken.name, "--");

TempToken.type = Sub;

TempToken.value = 0;

TempToken.line = line;

ch = getc(F);

state = Finish;

}

else

{

strcpy\_s(TempToken.name, "-");

TempToken.type = Minus;

TempToken.value = 0;

TempToken.line = line;

state = Finish;

}

break;

}

case '\*':

{

ch = getc(F);

if (ch == '\*')

{

strcpy\_s(TempToken.name, "\*\*");

TempToken.type = Mul;

TempToken.value = 0;

TempToken.line = line;

ch = getc(F);

state = Finish;

}

else

{

strcpy\_s(TempToken.name, "\*");

TempToken.type = Unknown;

TempToken.value = 0;

TempToken.line = line;

fprintf(errFile, "Lexical Error: line %d, lexem %s is Unknown\n", line, TempToken.name);

state = Finish;

}

break;

}

case '&':

{

strcpy\_s(TempToken.name, "&&");

TempToken.type = And;

TempToken.value = 0;

TempToken.line = line;

ch = getc(F);

state = Finish;

break;

}

case '|':

{

strcpy\_s(TempToken.name, "||");

TempToken.type = Or;

TempToken.value = 0;

TempToken.line = line;

ch = getc(F);

state = Finish;

break;

}

case '!':

{

ch = getc(F);

if (ch == '=')

{

strcpy\_s(TempToken.name, "!=");

TempToken.type = NotEquality;

TempToken.value = 0;

TempToken.line = line;

ch = getc(F);

state = Finish;

}

else

{

strcpy\_s(TempToken.name, "!");

TempToken.type = Not;

TempToken.value = 0;

TempToken.line = line;

state = Finish;

}

break;

}

case '<':

{

ch = getc(F);

if (ch == '-')

{

strcpy\_s(TempToken.name, "<-");

TempToken.type = Assign;

TempToken.value = 0;

TempToken.line = line;

ch = getc(F);

state = Finish;

}

else

{

strcpy\_s(TempToken.name, "<");

TempToken.type = Less;

TempToken.value = 0;

TempToken.line = line;

state = Finish;

}

break;

}

case '>':

{

strcpy\_s(TempToken.name, ">");

TempToken.type = Greate;

TempToken.value = 0;

TempToken.line = line;

ch = getc(F);

state = Finish;

break;

}

case '=':

{

ch = getc(F);

if (ch == '=')

{

strcpy\_s(TempToken.name, "==");

TempToken.type = Equality;

TempToken.value = 0;

TempToken.line = line;

ch = getc(F);

state = Finish;

}

else

{

strcpy\_s(TempToken.name, "=");

TempToken.type = Unknown;

TempToken.value = 0;

TempToken.line = line;

fprintf(errFile, "Lexical Error: line %d, lexem %s is Unknown\n", line, TempToken.name);

state = Finish;

}

break;

}

default:

{

TempToken.name[0] = ch;

TempToken.name[1] = '\0';

TempToken.type = Unknown;

TempToken.value = 0;

TempToken.line = line;

ch = getc(F);

state = Finish;

break;

}

}

}

}

}

}

void PrintTokens(Token TokenTable[], unsigned int TokensNum)

{

char type\_tokens[16];

printf("\n\n---------------------------------------------------------------------------\n");

printf("| TOKEN TABLE |\n");

printf("---------------------------------------------------------------------------\n");

printf("| line number | token | value | token code | type of token |\n");

printf("---------------------------------------------------------------------------");

for (unsigned int i = 0; i < TokensNum; i++)

{

switch (TokenTable[i].type)

{

case BackPogram:

strcpy\_s(type\_tokens, "BackPogram");

break;

case Mainprogram:

strcpy\_s(type\_tokens, "MainProgram");

break;

case ProgramName:

strcpy\_s(type\_tokens, "ProgramName");

break;

case StartProgram:

strcpy\_s(type\_tokens, "StartProgram");

break;

case Variable:

strcpy\_s(type\_tokens, "Variable");

break;

case Type:

strcpy\_s(type\_tokens, "Integer");

break;

case Identifier:

strcpy\_s(type\_tokens, "Identifier");

break;

case EndProgram:

strcpy\_s(type\_tokens, "EndProgram");

break;

case Input:

strcpy\_s(type\_tokens, "Input");

break;

case Output:

strcpy\_s(type\_tokens, "Output");

break;

case If:

strcpy\_s(type\_tokens, "If");

break;

case Else:

strcpy\_s(type\_tokens, "Else");

break;

case Assign:

strcpy\_s(type\_tokens, "Assign");

break;

case Add:

strcpy\_s(type\_tokens, "Add");

break;

case Sub:

strcpy\_s(type\_tokens, "Sub");

break;

case Mul:

strcpy\_s(type\_tokens, "Mul");

break;

case Div:

strcpy\_s(type\_tokens, "Div");

break;

case Mod:

strcpy\_s(type\_tokens, "Mod");

break;

case Equality:

strcpy\_s(type\_tokens, "Equality");

break;

case NotEquality:

strcpy\_s(type\_tokens, "NotEquality");

break;

case Greate:

strcpy\_s(type\_tokens, "Greate");

break;

case Less:

strcpy\_s(type\_tokens, "Less");

break;

case Not:

strcpy\_s(type\_tokens, "Not");

break;

case And:

strcpy\_s(type\_tokens, "And");

break;

case Or:

strcpy\_s(type\_tokens, "Or");

break;

case LBraket:

strcpy\_s(type\_tokens, "LBraket");

break;

case RBraket:

strcpy\_s(type\_tokens, "RBraket");

break;

case Number:

strcpy\_s(type\_tokens, "Number");

break;

case Semicolon:

strcpy\_s(type\_tokens, "Semicolon");

break;

case Comma:

strcpy\_s(type\_tokens, "Comma");

break;

case Goto:

strcpy\_s(type\_tokens, "Goto");

break;

case For:

strcpy\_s(type\_tokens, "For");

break;

case To:

strcpy\_s(type\_tokens, "To");

break;

case DownTo:

strcpy\_s(type\_tokens, "DownTo");

break;

case Do:

strcpy\_s(type\_tokens, "Do");

break;

case While:

strcpy\_s(type\_tokens, "While");

break;

case Exit:

strcpy\_s(type\_tokens, "Exit");

break;

case Continue:

strcpy\_s(type\_tokens, "Continue");

break;

case End:

strcpy\_s(type\_tokens, "End");

break;

case Repeat:

strcpy\_s(type\_tokens, "Repeat");

break;

case Until:

strcpy\_s(type\_tokens, "Until");

break;

case Label:

strcpy\_s(type\_tokens, "Label");

break;

case Unknown:

default:

strcpy\_s(type\_tokens, "Unknown");

break;

}

printf("\n|%12d |%16s |%11d |%11d | %-13s |\n",

TokenTable[i].line,

TokenTable[i].name,

TokenTable[i].value,

TokenTable[i].type,

type\_tokens);

printf("---------------------------------------------------------------------------");

}

printf("\n");

}

void PrintTokensToFile(char\* FileName, Token TokenTable[], unsigned int TokensNum)

{

FILE\* F;

if ((fopen\_s(&F, FileName, "wt")) != 0)

{

printf("Error: Can not create file: %s\n", FileName);

return;

}

char type\_tokens[16];

fprintf(F, "---------------------------------------------------------------------------\n");

fprintf(F, "| TOKEN TABLE |\n");

fprintf(F, "---------------------------------------------------------------------------\n");

fprintf(F, "| line number | token | value | token code | type of token |\n");

fprintf(F, "---------------------------------------------------------------------------");

for (unsigned int i = 0; i < TokensNum; i++)

{

switch (TokenTable[i].type)

{

case BackPogram:

strcpy\_s(type\_tokens, "BackPogram");

break;

case Mainprogram:

strcpy\_s(type\_tokens, "MainProgram");

break;

case ProgramName:

strcpy\_s(type\_tokens, "ProgramName");

break;

case StartProgram:

strcpy\_s(type\_tokens, "StartProgram");

break;

case Variable:

strcpy\_s(type\_tokens, "Variable");

break;

case Type:

strcpy\_s(type\_tokens, "Integer");

break;

case Identifier:

strcpy\_s(type\_tokens, "Identifier");

break;

case EndProgram:

strcpy\_s(type\_tokens, "EndProgram");

break;

case Input:

strcpy\_s(type\_tokens, "Input");

break;

case Output:

strcpy\_s(type\_tokens, "Output");

break;

case If:

strcpy\_s(type\_tokens, "If");

break;

case Else:

strcpy\_s(type\_tokens, "Else");

break;

case Assign:

strcpy\_s(type\_tokens, "Assign");

break;

case Add:

strcpy\_s(type\_tokens, "Add");

break;

case Sub:

strcpy\_s(type\_tokens, "Sub");

break;

case Mul:

strcpy\_s(type\_tokens, "Mul");

break;

case Div:

strcpy\_s(type\_tokens, "Div");

break;

case Mod:

strcpy\_s(type\_tokens, "Mod");

break;

case Equality:

strcpy\_s(type\_tokens, "Equality");

break;

case NotEquality:

strcpy\_s(type\_tokens, "NotEquality");

break;

case Greate:

strcpy\_s(type\_tokens, "Greate");

break;

case Less:

strcpy\_s(type\_tokens, "Less");

break;

case Not:

strcpy\_s(type\_tokens, "Not");

break;

case And:

strcpy\_s(type\_tokens, "And");

break;

case Or:

strcpy\_s(type\_tokens, "Or");

break;

case LBraket:

strcpy\_s(type\_tokens, "LBraket");

break;

case RBraket:

strcpy\_s(type\_tokens, "RBraket");

break;

case Number:

strcpy\_s(type\_tokens, "Number");

break;

case Semicolon:

strcpy\_s(type\_tokens, "Semicolon");

break;

case Comma:

strcpy\_s(type\_tokens, "Comma");

break;

case Goto:

strcpy\_s(type\_tokens, "Goto");

break;

case For:

strcpy\_s(type\_tokens, "For");

break;

case To:

strcpy\_s(type\_tokens, "To");

break;

case DownTo:

strcpy\_s(type\_tokens, "DownTo");

break;

case Do:

strcpy\_s(type\_tokens, "Do");

break;

case While:

strcpy\_s(type\_tokens, "While");

break;

case Exit:

strcpy\_s(type\_tokens, "Exit");

break;

case Continue:

strcpy\_s(type\_tokens, "Continue");

break;

case End:

strcpy\_s(type\_tokens, "End");

break;

case Repeat:

strcpy\_s(type\_tokens, "Repeat");

break;

case Until:

strcpy\_s(type\_tokens, "Until");

break;

case Label:

strcpy\_s(type\_tokens, "Label");

break;

case Minus:

strcpy\_s(type\_tokens, "Minus");

break;

case Unknown:

default:

strcpy\_s(type\_tokens, "Unknown");

break;

}

fprintf(F, "\n|%12d |%16s |%11d |%11d | %-13s |\n",

TokenTable[i].line,

TokenTable[i].name,

TokenTable[i].value,

TokenTable[i].type,

type\_tokens);

fprintf(F, "---------------------------------------------------------------------------");

}

fclose(F);

}

**parser.cpp**

#include <stdio.h>

#include <string.h>

#include <stdlib.h>

#include "translator.h"

#include <iostream>

#include <string>

// таблиц¤ лексем

extern Token\* TokenTable;

// к≥льк≥сть лексем

extern unsigned int TokensNum;

// таблиц¤ ≥дентиф≥катор≥в

extern Id\* IdTable;

// к≥льк≥сть ≥дентиф≥катор≥в

extern unsigned int IdNum;

static int pos = 0;

// наб≥р функц≥й дл¤ рекурсивного спуску

// на кожне правило - окрема функц≥¤

void program(FILE\* errFile);

void variable\_declaration(FILE\* errFile);

void variable\_list(FILE\* errFile);

void program\_body(FILE\* errFile);

void statement(FILE\* errFile);

void assignment(FILE\* errFile);

void arithmetic\_expression(FILE\* errFile);

void term(FILE\* errFile);

void factor(FILE\* errFile);

void input(FILE\* errFile);

void output(FILE\* errFile);

void conditional(FILE\* errFile);

void goto\_statement(FILE\* errFile);

void label\_statement(FILE\* errFile);

void for\_to\_do(FILE\* errFile);

void for\_downto\_do(FILE\* errFile);

void while\_statement(FILE\* errFile);

void repeat\_until(FILE\* errFile);

void logical\_expression(FILE\* errFile);

void and\_expression(FILE\* errFile);

void comparison(FILE\* errFile);

void compound\_statement(FILE\* errFile);

std::string TokenTypeToString(TypeOfTokens type);

unsigned int IdIdentification(Id IdTable[], Token TokenTable[], unsigned int tokenCount, FILE\* errFile);

void Parser(FILE\* errFile)

{

program(errFile);

fprintf(errFile, "\nNo errors found.\n");

}

void match(TypeOfTokens expectedType, FILE\* errFile)

{

if (TokenTable[pos].type == expectedType)

pos++;

else

{

fprintf(errFile, "\nSyntax error in line %d : another type of lexeme was expected.\n", TokenTable[pos].line);

fprintf(errFile, "\nSyntax error: type %s\n", TokenTypeToString(TokenTable[pos].type).c\_str());

fprintf(errFile, "Expected Type: %s ", TokenTypeToString(expectedType).c\_str());

exit(10);

}

}

void program(FILE\* errFile)

{

match(BackPogram, errFile);

match(Mainprogram, errFile);

match(ProgramName, errFile);

match(Variable, errFile);

variable\_declaration(errFile);

match(Semicolon, errFile);

match(StartProgram, errFile);

program\_body(errFile);

match(EndProgram, errFile);

}

void variable\_declaration(FILE\* errFile)

{

if (TokenTable[pos].type == Type)

{

pos++;

variable\_list(errFile);

}

}

void variable\_list(FILE\* errFile)

{

match(Identifier, errFile);

while (TokenTable[pos].type == Comma)

{

pos++;

match(Identifier, errFile);

}

}

void program\_body(FILE\* errFile)

{

do

{

statement(errFile);

} while (TokenTable[pos].type != EndProgram);

}

void statement(FILE\* errFile)

{

switch (TokenTable[pos].type)

{

case Input: input(errFile); break;

case Output: output(errFile); break;

case If: conditional(errFile); break;

case Label: label\_statement(errFile); break;

case StartProgram: compound\_statement(errFile); break;

case Goto: goto\_statement(errFile); break;

case For:

{

int temp\_pos = pos + 1;

while (TokenTable[temp\_pos].type != To && TokenTable[temp\_pos].type != DownTo && temp\_pos < TokensNum)

{

temp\_pos++;

}

if (TokenTable[temp\_pos].type == To)

{

for\_to\_do(errFile);

}

else if (TokenTable[temp\_pos].type == DownTo)

{

for\_downto\_do(errFile);

}

else

{

printf("Error: Expected 'To' or 'DownTo' after 'For'\n");

}

break;

}

case While: while\_statement(errFile); break;

case Exit: pos += 2; break;

case Continue: pos += 2; break;

case Repeat: repeat\_until(errFile); break;

default: assignment(errFile); break;

}

}

void assignment(FILE\* errFile)

{

match(Identifier, errFile);

match(Assign, errFile);

arithmetic\_expression(errFile);

match(Semicolon, errFile);

}

void arithmetic\_expression(FILE\* errFile)

{

term(errFile);

while (TokenTable[pos].type == Add || TokenTable[pos].type == Sub)

{

pos++;

term(errFile);

}

}

void term(FILE\* errFile)

{

factor(errFile);

while (TokenTable[pos].type == Mul || TokenTable[pos].type == Div || TokenTable[pos].type == Mod)

{

pos++;

factor(errFile);

}

}

void factor(FILE\* errFile)

{

if (TokenTable[pos].type == Identifier)

{

match(Identifier, errFile);

}

else

if (TokenTable[pos].type == Number)

{

match(Number, errFile);

}

else

if (TokenTable[pos].type == LBraket)

{

match(LBraket, errFile);

arithmetic\_expression(errFile);

match(RBraket, errFile);

}

else

{

printf("\nSyntax error in line %d : A multiplier was expected.\n", TokenTable[pos].line);

exit(11);

}

}

void input(FILE\* errFile)

{

match(Input, errFile);

match(Identifier, errFile);

match(Semicolon, errFile);

}

void output(FILE\* errFile)

{

match(Output, errFile);

if (TokenTable[pos].type == Minus)

{

pos++;

if (TokenTable[pos].type == Number)

{

match(Number, errFile);

}

}

else

{

arithmetic\_expression(errFile);

}

match(Semicolon, errFile);

}

void conditional(FILE\* errFile)

{

match(If, errFile);

logical\_expression(errFile);

statement(errFile);

if (TokenTable[pos].type == Else)

{

pos++;

statement(errFile);

}

}

void goto\_statement(FILE\* errFile)

{

match(Goto, errFile);

if (TokenTable[pos].type == Identifier)

{

pos++;

match(Semicolon, errFile);

}

else

{

printf("Error: Expected a label after 'goto' at line %d.\n", TokenTable[pos].line);

exit(1);

}

}

void label\_statement(FILE\* errFile)

{

match(Label, errFile);

}

void for\_to\_do(FILE\* errFile)

{

match(For, errFile);

match(Identifier, errFile);

match(Assign, errFile);

arithmetic\_expression(errFile);

match(To, errFile);

arithmetic\_expression(errFile);

match(Do, errFile);

statement(errFile);

}

void for\_downto\_do(FILE\* errFile)

{

match(For, errFile);

match(Identifier, errFile);

match(Assign, errFile);

arithmetic\_expression(errFile);

match(DownTo, errFile);

arithmetic\_expression(errFile);

match(Do, errFile);

statement(errFile);

}

void while\_statement(FILE\* errFile)

{

match(While, errFile);

logical\_expression(errFile);

while (1)

{

if (TokenTable[pos].type == End)

{

pos++;

match(While, errFile);

break;

}

else

{

statement(errFile);

if (TokenTable[pos].type == Semicolon)

{

pos++;

}

}

}

}

void repeat\_until(FILE\* errFile)

{

match(Repeat, errFile);

statement(errFile);

match(Until, errFile);

logical\_expression(errFile);

}

void logical\_expression(FILE\* errFile)

{

and\_expression(errFile);

while (TokenTable[pos].type == Or)

{

pos++;

and\_expression(errFile);

}

}

void and\_expression(FILE\* errFile)

{

comparison(errFile);

while (TokenTable[pos].type == And)

{

pos++;

comparison(errFile);

}

}

void comparison(FILE\* errFile)

{

if (TokenTable[pos].type == Not)

{

pos++;

match(LBraket, errFile);

logical\_expression(errFile);

match(RBraket, errFile);

}

else

if (TokenTable[pos].type == LBraket)

{

pos++;

logical\_expression(errFile);

match(RBraket, errFile);

}

else

{

arithmetic\_expression(errFile);

if (TokenTable[pos].type == Greate || TokenTable[pos].type == Less ||

TokenTable[pos].type == Equality || TokenTable[pos].type == NotEquality)

{

pos++;

arithmetic\_expression(errFile);

}

else

{

fprintf(errFile, "\nSyntax error in line %d : A comparison operation is expected.\n", TokenTable[pos].line);

exit(12);

}

}

}

void compound\_statement(FILE\* errFile)

{

match(StartProgram, errFile);

program\_body(errFile);

match(EndProgram, errFile);

}

unsigned int IdIdentification(Id IdTable[], Token TokenTable[], unsigned int tokenCount, FILE\* errFile)

{

unsigned int idCount = 0;

unsigned int i = 0;

while (TokenTable[i++].type != Variable);

if (TokenTable[i++].type == Type)

{

while (TokenTable[i].type != Semicolon)

{

if (TokenTable[i].type == Identifier)

{

int yes = 0;

for (unsigned int j = 0; j < idCount; j++)

{

if (!strcmp(TokenTable[i].name, IdTable[j].name))

{

yes = 1;

break;

}

}

if (yes == 1)

{

printf("\nidentifier \"%s\" is already declared !\n", TokenTable[i].name);

return idCount;

}

if (idCount < MAX\_IDENTIFIER)

{

strcpy\_s(IdTable[idCount++].name, TokenTable[i++].name);

}

else

{

printf("\nToo many identifiers !\n");

return idCount;

}

}

else

i++;

}

}

for (; i < tokenCount; i++)

{

if (TokenTable[i].type == Identifier && TokenTable[i + 1].type != Colon)

{

int yes = 0;

for (unsigned int j = 0; j < idCount; j++)

{

if (!strcmp(TokenTable[i].name, IdTable[j].name))

{

yes = 1;

break;

}

}

if (yes == 0)

{

if (idCount < MAX\_IDENTIFIER)

{

strcpy\_s(IdTable[idCount++].name, TokenTable[i].name);

}

else

{

printf("\nToo many identifiers!\n");

return idCount;

}

}

}

}

return idCount;

}

std::string TokenTypeToString(TypeOfTokens type)

{

switch (type)

{

case Mainprogram: return "Mainprogram";

case StartProgram: return "StartProgram";

case Variable: return "Variable";

case Type: return "Type";

case EndProgram: return "EndProgram";

case Input: return "Input";

case Output: return "Output";

case If: return "If";

case Else: return "Else";

case Goto: return "Goto";

case Label: return "Label";

case For: return "For";

case To: return "To";

case DownTo: return "DownTo";

case Do: return "Do";

case While: return "While";

case Exit: return "Exit";

case Continue: return "Continue";

case End: return "End";

case Repeat: return "Repeat";

case Until: return "Until";

case Identifier: return "Identifier";

case Number: return "Number";

case Assign: return "Assign";

case Add: return "Add";

case Sub: return "Sub";

case Mul: return "Mul";

case Div: return "Div";

case Mod: return "Mod";

case Equality: return "Equality";

case NotEquality: return "NotEquality";

case Greate: return "Greate";

case Less: return "Less";

case Not: return "Not";

case And: return "And";

case Or: return "Or";

case LBraket: return "LBraket";

case RBraket: return "RBraket";

case Semicolon: return "Semicolon";

case Colon: return "Colon";

case Comma: return "Comma";

case Unknown: return "Unknown";

default: return "InvalidType";

}

}